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## Introduction

This book will introduce you to some of the graphics programming techniques that you can use on the Amstrad CPC464. There are chapters on animation, both of characters and line-drawings, the production of graphs and bar charts, and pattern-drawing, to name a few.

Each chapter contains sample programs, many of them useful in their own right. For example, Chapter 2 contains a program which allows you to design your own characters on-screen and save them to a file; Chapter 3 includes routines to enable the simple construction and shading of pie-charts; Chapter 4 contains a drawing program that enables you to sketch on the screen, 'blow up' any part of the drawing and add detail, and save the resulting picture to a file.

Throughout the book I have assumed some knowledge of Basic and familiarity with loops, decisions and subroutines. Although beginners will enjoy using many of the programs as they stand, they will probably learn more from this book if they first read my previous publication, Basic Programming on the Amstrad (also available from Micro Press).

For the benefit of those who already have some experience of Basic but have not read my earlier book, Chapter 1 contains some material from that volume which serves to introduce the fundamental graphics commands available on the Amstrad.

## Basic graphics

## The screen display

In the real world there are many varieties of paper for different uses. An architect does not design houses on a notepad, and a novelist does not use foolscap paper to write stories. In computing the screen display is the equivalent to a sheet of paper, and it is useful to be able to change the display to suit the purpose.

The command mode followed by the number 0,1 or 2 selects one of the three screen displays allowed on the Amstrad. Each mode allows a different number of characters per line to be displayed on-screen, a different number of colours to be displayed simultaneously, and a different degree of graphics resolution (the 'fineness' with which lines can be drawn).

| Mode | Number of lines | Characters per line |
| :---: | :---: | :---: |
| 0 | 25 | 20 |
| 1 | 25 | 40 |
| 2 | 25 | 80 |

Figure 1.1 The three screen modes available on the Amstrad CPC 464.
Someone typing in a lot of text at the keyboard finds it useful to be able to see as much of it as possible on-screen. Mode 2 is best for this purpose - the Amstrad can print 25 lines with 80 characters in each line in mode 2.
The Amstrad automatically reverts to mode 1 when reset or switched on. Mode 1 has 25 lines with 40 characters per line. Mode 1 gives the most easily readable characters, and you can consider it as the 'working' mode when you are giving commands to the Amstrad. It is much easier to read text in mode 1 !

## 2 Graphics Programming Techniques on the Amstrad CPC 464

Mode 0 gives 25 lines with just 20 characters per line. This mode is the best one to use if you want to produce colourful graphics, as it allows 16 different colours to be used on-screen simultaneously.

In any of the modes, text can be positioned anywhere on the screen by using text coordinates:

```
# WODE 
```



```
20 LOCATE 10.12
30 PRINT*HERE i: i三!"
```

The position $(10,12)$ is referred to as a character position, and $X X$ and $Y Y$ are the TEXT COORDINATES for that position. The first number is called the $X$ COORDINATE of the character (how far along it is) and the second number is the $Y$ COORDINATE (how many lines down the screen it is). In this case, LOCATE 10,12 causes the Amstrad to start printing at the 10th column along, and the 12th line down. You can use the command CLS to clear the screen after running the program.

Line 20 of the program tells the Amstrad to begin printing what follows at the specified text coordinates. The coordinates


Figure 1.2 The screen display in mode 1.
vary according to the mode, as each mode can print a different number of characters on one 'line' on-screen.

Clearly, if we could only print at character positions the prospects for reasonable graphics would be pretty bleak. Mode 2 has 25 lines, each of 80 characters, but trying to construct a reasonable picture by printing characters to the appropriate position gives rather poor results. Fortunately, each character position can be subdivided still further, into smaller elements called PIXELS. Much finer lines can be drawn using individual pixels rather than character positions. Just as the number of characters per line varies from mode to mode, the size of a pixel varies from mode to mode.

However, the text coordinate system is inadequate to describe the location of pixels, because each character position is itself composed of several pixels. The Amstrad therefore uses a different coordinate system to describe pixel positions, and locates them by using GRAPHICS COORDINATES.

## The graphics screen

The graphics coordinate system is coincident with the text coordinate system, but it does not operate in quite the same


Figure 1.3 The graphics screen, showing the point $(200,300)$.
way. The graphics screen is divided up into 640 points horizontally and 400 points vertically. We can identify the position of any point on the screen by describing how far along and how far up the screen the point is.

The position of the point in Figure 1.3 is $(200,300)$. Notice that these GRAPHICS COORDINATES are measured from the bottom of the screen, and that the BOTTOM left hand point on the screen has the coordinates $(\emptyset, \varnothing)$. This can be a bit confusing, because text coordinates work in a completely different way, with the TOP left hand character position having the coordinates $(1,1)$ ! Notice also that because the numbering of points begins with $\emptyset$, the top right hand point has the coordinates $(639,399)$ and NOT $(640,400)$ as you might imagine.

The following program demonstrates two of the basic graphics commands available on the Amstrad:

```
10 MODE :
20 MOUE 124.15S
30 DFAH 300,300
40 ORAL 2OQ,4DO
50 DRGH 124,15S
```

Here we are using the GRAPHICS CURSOR to draw lines on the screen. Normally the graphics and text cursor remain together, but as soon as we use a graphics command the invisible graphics cursor is used.
The MOVE command in line $2 \emptyset$ causes the graphics cursor to move invisibly to the point $(124,156)$. The DRAW command makes the cursor move from its position at $(124,156)$ to the new coordinates ( $30 \emptyset, 3 \emptyset \emptyset$ ) drawing a line between the two points. The remaining DRAW commands in lines $4 \emptyset$ and $5 \emptyset$ draw the two other sides of a triangle.

In general terms, we can say that MOVE $x, y$ causes the graphics cursor to move to the point $x, y$ without drawing a line. DRAW $x, y$ causes a line to be drawn from the last point visited by a MOVE or a DRAW to the point $x, y$. It is easy to draw quite complex pictures by storing the x and y coordinates for the points in DATA statements and then reading them:

```
10 MODE ?
<< =1
```



```
    GM ORAWE
EO HHLLE *Qg
4EAD -%
SG FEHL K1.Y1
BQ MपE x,y
7O DEAM <1:YL
```




```
F% MEND
1OB ENO
```





```
, 20, 35, -4, 5,50,248, J59, 21, 342
```



```
, %6, 24, 201,214,200, 214,214,174
```



```
    30, %%:272:190
```







```
, 24,2B4,28日,2日2,264,2日Q,252,274
100 OHTH 252,2%4,2马2,280,2马2,280,264,280
```




```
, 384,24, 300, 294,380, 294,344,2日2
```





```
, 68,218,272,216,072,2马0,276,228,276,214
```




```
E# DATA -1:-1
```

Many impressive effects can be produced simply by using the two statements MOVE and DRAW．Curves can be built up from straight lines by moving the ends of the lines by a fixed amount each time：

```
\MODE -
10 x=100: =100
Q0 ma<zmum=300
```

```
30ちEFミ㓪こミニ10
4% FOF number=0 TO maximum ETEF EtEFE&コE
Sn MouE <tmumber: 
S0 DRA& x+mG%imum,y+namber
70 MOvE x,y+number
Eg DRA, <+mumber, y mazimum
GO NEXT
```


## The resolution of the different modes

Although the graphics screen is divided into 640 horiontal and 400 vertical points，the Amstrad cannot really tell all these points apart．The graphics screen is the same for all the modes， but in some of the screen modes the Amstrad is better able to tell points apart than others．Run the above program again after editing line $1 \emptyset$ to be：

1 Mooe a
The drawing remains the same，but the lines are much thicker and the picture looks more＇chunky＇．Now try：


This time the lines are very fine．Mode 2 is called the HIGH RESOLUTION MODE，because when using mode 2 the Amstrad can distinguish between 640 points horizontally and 200 points vertically，which results in very fine lines when DRAW is used．
In mode 2 the Amstrad cannot tell the difference between points that are vertically too close．It would treat the points （ 10,10 ）and（ 10,11 ）as being exactly the same．In fact both mode 1 and mode 0 have the same vertical resolution of 200 points as mode 2，but their horizontal resolutions are much worse．Type：

and run the program again. Mode 1 is the MEDIUM RESOLUTION MODE, and in mode 1 the Amstrad can only show 320 separate horizontal points. This means that, for example, $(2 \emptyset \square, 3 \emptyset \emptyset)$ and $(2 \emptyset 1,3 \emptyset \square)$ are both treated as the same point. Now type:

10 MODE O
and run the program for the third time. Mode 0 is the LOW RESOLUTION MODE, and can only identify 160 different horizontal points.

You may wonder why on earth anyone would choose to use a screen mode that produces 'chunky' drawings when the high resolution mode 2 is available. The main reason is that although mode 0 is low resolution, it can display drawings in up to 16 different colours on the screen at the same time. Modes 1 and 2 are much worse, as Figure 1.4 demonstrates.

| Mode | Graphics resolution | Number of colours on-screen simultaneously |
| :---: | :---: | :---: |
| 0 | $160 \times 200$ | 2 |
| 1 | $320 \times 200$ | 4 |
| 2 | $640 \times 200$ | 16 |

Figure 1.4 The different graphics resolutions and numbers of colours available in the different modes.

The Amstrad has a limited amount of memory. It can only record a certain amount of information about the screen in the RAM. As with many things in computing, there is a trade-off here. The RAM can be used to record details of many points of two possible colours, fewer points of four possible colours, or very few points with 16 possible colours. The Amstrad gives you the choice and you must select the mode which seems to suit your purposes best.

## The PLOT statement

Each of the lines drawn in the previous programs was actually made up from a number of pixels. The Amstrad can display individual pixels on the screen, although a single pixel is rather difficult to see in mode 2 ! In fact each pixel is really made up of a number of points, but none of the modes is accurate enough to identify every point on the screen. A pixel in each of the modes is the smallest 'block' of points on screen that can be located in the different modes.


Figure 1.5 The size of a graphics pixel in each of the modes.
It may seem strange to have more points identified on the screen than can be displayed in any of the modes. The main reason for doing this is that it leaves room for future improvements in the graphics resolution without having to change the coordinate system completely.

PLOT works in the same way as MOVE or DRAW - the PLOT command must be followed by the $x$ and $y$ coordinates of the pixel to be plotted. This program plots six separate pixels on the screen:

```
10 MODE Q
20 PLOT 160,200
30 PLOT 32G,20G
4 0 ~ P L O T ~ 3 2 4 , 2 0 0 , ~
SG FLOT 328,200
```

```
AD PLOT 332,200
70 FLOT 480,200
```

In mode 0 , the resolution is so low that the four pixels plotted in lines $3 \emptyset$ to $6 \emptyset$ merge to form a line, in mode 1 all the pixels can be seen, and in mode 2 the pixels are so fine that you may not be able to see them at all.

## Adding colour

When the Amstrad is switched on, the micro is set to print

| INK number | Colour |
| :---: | :--- |
| 0 | Black |
| 1 | Blue |
| 2 | Bright blue |
| 3 | Red |
| 4 | Magenta |
| 5 | Mauve |
| 6 | Bright red |
| 7 | Purple |
| 8 | Bright magenta |
| 9 | Green |
| 10 | Cyan |
| 11 | Sky blue |
| 12 | Yellow |
| 13 | White |
| 14 | Pastel blue |
| 15 | Orange |
| 16 | Pink |
| 17 | Pastel magenta |
| 18 | Bright green |
| 19 | Sea green |
| 20 | Bright cyan |
| 21 | Lime green |
| 22 | Pastel green |
| 23 | Pastel cyan |
| 24 | Bright yellow |
| 25 | Pastel yellow |
| 26 | Bright white |

Figure 1.6 The 27 INK colours that can be used on the Amstrad CPC 464.
yellow text and graphics on a blue background in all the modes. In fact there are 27 different colours which can be displayed on the screen, although some of them are a bit difficult to tell apart. Each colour has a number, called the I NK number, and whenever we refer to a colour we use this number rather than the name of the colour itself.

At this stage it is important to realise that the computer does not actually use the whole of the screen while it is printing or doing graphics. The Amstrad actually works within a large rectangle around which there is a border of unused screen. Although the Amstrad does not use this border, it is kept the same colour as the rest of the screen. The border is not really part of the computer memory because it is never used by the Amstrad for printing or drawing graphics.


Figure 1.7 The BORDER area on your monitor or TV
The border can be set to be ANY colour in ANY mode. There are never any restrictions on the colour of the border. Mode 2 can only display two colours at once WITHIN the main screen rectangle, but its border can be ANY colour. Type:

```
10 MODE 2
20 BORDER 0
```

Refer back to Figure 1.6 and you will see that $\emptyset$ is the INK number for the colour black. By typing BORDER Ø you are telling the Amstrad to set a black border. Set the border to a few other colours - any number from 0 to 26 can be used, so there are 27 possible border colours altogether. BORDER 26 gives a white border, for example.

The border can be set in modes 0 and 1 in exactly the same way. You will find that if you set a border and then change mode, the border remains set to its new colour. When the Amstrad is switched on or reset the border becomes blue, BORDER 1.

## PEN and PAPER colours

The colours used within the main screen rectangle can also be changed. Here the question of RAM becomes important, and there are restrictions on the number of colours that can be displayed simultaneously on the screen at any one time.
We can change the colour the Amstrad 'writes' with by using the PEN command. Type:

```
MODE G
PEN4
```

From Figure 1.6 it might appear that this will give magenta characters, but the colours in the main screen work rather differently to those for the border! Choosing PEN 4 actually causes the Amstrad to print in white. Think of PEN 4 as being filled with white ink. Typing:

PEN 5
chooses a pen full of black ink. You can even have:
FEN 14
which gives you flashing blue/yellow ink!
There are 16 pens available for use in any mode and Figure 1.8 shows the colour number for the INK that the pens use. Note that the SAME pen can write with a DIFFERENT ink in another mode. This means that a program that works perfectly well in mode 0 may well give a blank screen in mode 2! The pen you have chosen may have the same colour as the background in mode 2 . As you can see, the 16 pens aren't much use in mode 2, because 8 of them write in yellow and the other 8 in blue. We will see later how to change the inks that can be used in each mode.

The background colour can be changed as well by using the PAPER command. Reset the micro by holding down [CTRL] and [SHIFT] and pressing [ESC] then switch to mode 0 . Type:

PAFER 3
and the next characters printed will be printed on a red background. The whole of the inner screen area can be changed to this new colour by using the CLS command. The Amstrad clears all of the main screen to the new paper colour.

| PEN or PAPER <br> number | Mode <br> 0 | Mode <br> 1 | Mode <br> 2 |
| :---: | ---: | ---: | ---: |
| 0 | 1 | 1 | 1 |
| 1 | 24 | 24 | 24 |
| 2 | 20 | 20 | 1 |
| 3 | 6 | 6 | 24 |
| 4 | 26 | 1 | 1 |
| 5 | 0 | 24 | 24 |
| 6 | 2 | 20 | 1 |
| 7 | 8 | 6 | 24 |
| 8 | 10 | 1 | 1 |
| 9 | 12 | 24 | 24 |
| 10 | 14 | 20 | 1 |
| 11 | 16 | 6 | 24 |
| 12 | 18 | 1 | 1 |
| 13 | 22 | 24 | 24 |
| 14 | $1 / 24$ | 20 | 1 |
| 15 | $16 / 11$ | 6 | 24 |

Figure 1.8 The PEN and PAPER colours for the different modes. In mode 0, choosing PEN or PAPER 14 or 15 gives a flashing colour alternating between the two colours shown.

PAPER in mode 0 comes in the same 16 colours as the pens. PEN 14 gave flashing blue/yellow ink, and PAPER 14 gives a flashing blue/yellow background. Figure 1.6 can be used to help you select both the pen and paper colours. For example, to get red characters on a white background in mode 0 , type:

INK 3
PAPER 4
CLE
PEN and PAPER commands can, of course, also be used in programs:

```
M MQOE g 
```

```
50 FGMNT "FEd DN EIGEt"
EO LGGTE +.13
70 FEN E
B FAPEF Z
70 FPINT "glue an red"
HO LGMTE 4,H%
110 FEN E
12O PAPEF E
```



```
140 REM FEM Gnd FGFER EGCk to mormaj
150 PEN 1
160 PAPER 0
```

Change line 10 and try running this program in the other two modes. You'll find you get some funny results, because the PENS contain different INKS in the other modes.
Here is another example:

```
10 MODE C
30 redFenimmodeb=3.
3g blG%kPGFEFinmDdEg=s
40 PEN TedFEninmadeg
50 FGFEF blaGkpaperinmodeg
&0 CLS
70 LOGATE B.IE
BD PRENT "ODRE!:
```



```
100 FEM 1
110 FAFEF ,
```

The last two lines restore normal PEN and PAPER colours so you are not left with some unreadable mixture like yellow on white.

One frequent problem when playing around with the colours is that you can end up being unable to read anything on the screen, because the pen being used has the same colour ink as the background. As we have just seen, in a program this difficulty can be avoided by setting the pen colour back to normal before the program ends. Alternatively, set up one of the function keys on the Amstrad so that it restores normal PEN and PAPER colours when it is pressed:

KEY 128, CHR(13) + "INK 0,1:INK $1,24^{\circ}+$ CHR(13)

## Exercises

1) Write a program that selects a random point on the screen and draws a line to another random point in a random colour. The process is repeated from the new point and continues until 100 lines have been drawn.
2) Using MOVE and DRAW statements, draw a picture of a rocket. Give the rocket a name of your own choice which is printed along its length.
3) Print "Different hues" in the middle of the mode 0 screen, with every letter being in a different colour.

## Graphics and colour

Drawing pictures with coloured lines is easy on the Amstrad. The commands MOVE and DRAW, used on their own, always result in lines drawn using PEN 1 for whatever mode you are in. All the graphics programs so far have produced lines drawn with PEN 1. PEN 1 contains INK number 24 in all modes, so the lines have all been bright yellow.

To get a different colour line, we must use an extension of the DRAW command. Reset the Amstrad, and type:

```
MOVE 1GO, 10G
ORAH 3OO,30日,2
```

The Amstrad draws a line from ( $100,1 \varnothing 0$ ) to ( 300,300 ) using PEN 2 , which contains INK number 20, bright cyan, in mode 1. Type:

```
MOve 300, 300
DRAL 40D,0,3
```

and a red line is drawn with PEN 3 from $(300,300)$ to $(4 \emptyset \emptyset, \emptyset)$. PEN 3 uses INK number 6 , red, in mode 1 .

The commands are just as easy to use in a program. Again, remember that a program that works in one mode may not work in another because of the different INKS the PENs have in different modes. This program draws a rectangle in mode 1, with one side in yellow, one in cyan, and the other two in red:

```
1O MODE I
ZO MOYE LDO, DO
30 ORGL 400,100
40 RRAL 4OO:3日Q:3
```

```
50 DRA4 100,30G, 2
&Q ORAL 10G,10日, 3
```

Notice that at line 30 no PEN is specified, so the Amstrad automatically uses PEN 1, which draws a yellow line. After running the program once, run it again. You may be surprised to find that there is no longer a yellow line!
Whenever the Amstrad encounters a graphics command like DRAW, with no PEN specified, it will use the current PEN to obey the command. The first time the program is run, the Amstrad uses PEN 1 at line 30 . After the program has been run, the last PEN used is PEN 3. This is now the current PEN colour, so when the program is run the second time, PEN 3 is used at line 30 where no PEN is specified. The advantage of this is that once PEN has been set in a draw command, all lines drawn after that are automatically drawn in that same colour unless a new PEN number is introduced:
10 MODE 1
20 MOUE 200,100
30 ORA $400,20 Q, 2$
40 ORAU 100,350
50 ORAH 200,100

Try running this program in mode 2, where PEN 2 holds a different colour INK.

Mode 0 is by far the best mode to use to produce a colourful graphics display if you are not too concerned about the resolution:

```
10 MODE 0
\square% <=0: Y=0
30 alour=1
4 FOF EOUT:=0 TO \Xi50 STEF 4
50 MOUE X+EOUnt,y
```



```
70 MOYE <, %+court
80 OFGW <+COUnt, Y+350
```



```
10日 NEXT
```


## Changing the INK

So far we have only been able to see some of the colours that
the Amstrad can produce. There are only 16 pens available, and yet Figure 1.6 shows that there are 27 INKs we can use. The Amstrad allows us to change the INK in each PEN so that we can choose any combination of colours for a particular mode.

The number of colours that can be used on-screen at the same time in any mode does NOT change, however. Although we can have bright red text on a white background in mode 2, these are the ONLY colours we could have on-screen at that time. We are ALWAYS limited to two colours in mode 2, four in mode 1 , and 16 in mode 0.

When the Amstrad is switched on or reset, it reverts to mode 1 and uses PAPER $\emptyset$, which is blue (INK number 1) in all the modes, and PEN 1, which is yellow (INK number 24 ) in all the modes. Reset the computer now, and type:

INE $1, G$
All the text on-screen changes colour from yellow to bright red instantly. The INK command needs two numbers. The first number is the number of the PEN or PAPER whose ink is to be changed. The second number gives the colour INK which is to be used instead.

The command INK 1,6 told the Amstrad to change the INK in PEN 1 to INK number 6, bright red. ANYTHING previously printed or drawn using PEN 1 has its colour changed from the old to the new INK. So to turn all the text blue type:

TNE 1.2
and what was bright red now becomes bright blue. How would we return the text to normal? Perhaps you can work it out for yourself. Type:

INK $1=24$
Normally PEN 1 uses INK 24 in all the modes, as you can see if you look back at Figure 1.8.

It is equally easy to change the PAPER colour. At the moment the Amstrad is using PAPER $\emptyset$, which is blue. Let's change this to white:

```
ING, -3
```

Perhaps the text's a bit difficult to read. Try:
TUE $0: 8$
or perhaps:
INK E:
The PAPER in all modes is usually blue, I NK number 1. Now try to turn everything back to normal yourself.

We don't need to have already used a PEN or PAPER colour to change it. Reset the Amstrad and type:

INK $\mathrm{E}, \mathrm{O}$
Nothing SEEMS to happen. If we now go on to choose PEN 3 in mode 1, Figure 1.8 suggests that text will be printed using I NK 6, bright red. But we have just used the I NK command to change the INK used by PEN 3 to INK D, black. Type:

PEN Z
and all the text is printed in black. Type:
INK E. 6
and now PEN 3 and all the text it printed is set to INK number 6, bright red. This colour change remains even if you change mode - try it.

It is even possible to set a colour so that it flashes between two different colours! Try:

INK 1, シ, 2
to see the text printed using PEN 1 changing from INK 3, red, to INK 26, white, and back again.

A suitable selection of flashing INKs in a program can be used to give the illusion of movement. For example, we can set PEN 1 to produce flashing yellow/red INK, and PEN 2 to give flashing red/yellow INK. By printing alternate characters with alternate PENS we can give a 'rippling' effect which suggests the colour is moving along the line:

```
10 MODE 1
20 INK 1, 3, L
3@ INK 2,12,3
40 FET:C1GUr=1
50 FOR x=1 TO 4%
```

```
&0 IF pencolour=1 THEN Fencelour=? ELGE
PEncolour=1
70 FEN fencolour
80 LOCATE %, I3
90 FRINT GHF末(143);
100 NEXT
```

One obvious advantage of the INK command is that it enables us to choose any colour combinations from the 27 INKs. Even in a two colour mode like mode 2 we can brighten things up by using red text on a white background, instead of being restricted to just the colours yellow and blue which are available at switch-on. This program lets you see the more than 700 combinations of colour you now have in mode 2 :

```
10 MODE ב
20 FOR <=0 TO 27
30 OLS
40 INK D, %
50 FOR y=0 T0 27
GO IF <<\Y THEN INK ,Y:PRINT "INK ";Y
70 responseq=""
80 WHILE resFOnEeq=""
90 responseq=INkEYま
100 WEND
110 NEXT
120 NEXT
```


## Exercises

1) Display your name in flashing characters on the screen. Choose the right colour background so the letters seem to appear and disappear.
2) Draw a picture of a fire using appropriate colours for the lines. (You may find it effective to make use of flashing colours.)
3) Draw a red crab lying on a sandy yellow beach. Choose the PENs and INKs so that the colours are the same no matter what mode is chosen when the program is run.

## Codes and characters

## The Amstrad CPC464 character set

The Amstrad can display a wide range of characters on-screen. As well as the familiar alphabetic and numeric characters, it can also produce crotchets, quavers, and even stick men, as you can see if you run this brief program:

```
10
20 FOR code=32 T0 255
30 PRINT CHR音(こDde);
4D NEKT
```

The Amstrad associates every character with a code number, called the ASCII code. This code number can range from 0 to 255. Codes 0 to 31 have special meanings to the computer, such as 'Move the cursor back one space' or 'Change the INK colour'. Codes 32 to 255 are for the lower and upper case alphabet, numbers, punctuation, etc. Line $3 \emptyset$ of the program tells the Amstrad 'Print the character that has the following ASCII code'. Figure 2.1 shows some of the more useful ASCII codes.

| Characters | ASCII codes |
| :---: | :---: |
| Various special codes | $0-31$ |
| A space | 32 |
| $0-9$ | $48-57$ |
| A-z | $65-90$ |
| $a-z$ | $97-122$ |

Figure 2.1 Some of the more useful ASCII codes.
The characters with codes 0 to 31 can be displayed if they are preceded by the character with an ASCII code of 1 :

```
16 MODE 1
20 FOR cOJE=0 TO 31
30 FRINT GHR末(1)CHRま(code);
40 NEXT
```

This clearly gives us a reasonable amount of choice when deciding which characters to use within a program. However, there are many circumstances where the Amstrad character set may not contain the character we need, for example in foreign language or mathematical work, or in a games program. In these cases we can use the facility available on the Amstrad to create our own USER-DEFINED CHARACTERS. Before we find out how to do this, it will be useful to look at how the Amstrad stores characters and why this method of storage limits us to only 256 predefined characters with ASCII codes 0 to 255 .

## Bits, bytes and binary

How does the Amstrad store information? To look at it in a simplified way, we can view the computer as containing thousands of switches, each of which can be set to be 'on' or 'off'. In the Amstrad, these 'switches' are set together in blocks of eight. If we represent an 'off' switch by $\emptyset$ and an 'on' switch by 1 , we can show all the possible combinations of 'switches' as in Figure 2.2.

| 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 |
| :--- | :--- | :--- | :--- | :--- | :--- | :--- | :--- |
| 0 | 0 | 0 | 0 | 0 | 0 | 0 | 1 |
| 0 | 0 | 0 | 0 | 0 | 0 | 1 | 0 |
| 0 | 0 | 0 | 0 | 0 | 0 | 1 | 1 |
|  |  |  | - |  |  |  |  |
| 1 |  |  | - |  |  |  |  |
| 1 | 1 | 1 | 1 | 1 | 1 | 0 | 1 |
| 1 | 1 | 1 | 1 | 1 | 1 | 1 | 0 |
| 1 | 1 | 1 | 1 | 1 | 1 | 1 | 1 |

Figure 2.2 The 256 possible combinations of 8 'switches'.
You will perhaps not be surprised to see that there are altogether 256 ways in which the 'switches' can be set. Each of the numbers is a BINARY NUMBER, composed only of the digits 0 and 1 . The digits are binary digits, or BITS for short. Any combination of 8 bits is referred to as a BYTE.

Binary is a way of counting in twos, just as we count in tens, and each of the binary numbers is equivalent to a number in our own system of counting. It is relatively easy to convert any binary number into the more familiar decimal numbers, as we shall see in a moment.

The byte is the fundamental unit of information storage on the Amstrad. Many of the limitations of the machine arise because an 8 -bit byte can be 'set' in just 256 different ways. Only 256 predefined characters are provided, because each character can be given an ASCII reference code that can be stored in a single byte. A program line can be from 0 to 255 characters long, as its length is stored in one byte. If 257 predefined characters were provided, or a line could be longer than 255 characters, the information would have to be stored in two bytes, and this would use up a lot of extra memory on the computer.

Each of the predefined characters has an ASCII code associated with it, but this in itself is not enough to enable the Amstrad to produce the required character on the screen. Every character is built up on an $8 \times 8$ grid, as for example the upper case ' A '.


Figure 2.3 An upper case letter ' A '.
Each square on the grid will be either 'on' or 'off' (lit or unlit) when displayed on the screen . . . sounds like binary numbers, doesn't it? And with good reason, because the $8 \times 8$ grid is another consequence of the 8 -bit byte. Each row of the grid can be stored as a byte, and the complete description of an entire character can thus be stored in 8 bytes.

| 0 | 0 | 0 | 1 | 1 | 0 | 0 | 0 |
| :--- | :--- | :--- | :--- | :--- | :--- | :--- | :--- |
| 0 | 0 | 1 | 1 | 1 | 1 | 0 | 0 |
| 0 | 1 | 1 | 0 | 0 | 1 | 1 | 0 |
| 0 | 1 | 1 | 0 | 0 | 1 | 1 | 0 |
| 0 | 1 | 1 | 1 | 1 | 1 | 1 | 0 |
| 0 | 1 | 1 | 0 | 0 | 1 | 1 | 0 |
| 0 | 1 | 1 | 0 | 0 | 1 | 1 | 0 |
| 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 |

Figure 2.4 The 8-byte binary character definition of the letter ' A '.

Binary numbers are cumbersome to work with, because they are lengthy and it is easy to insert or delete extra 0 s or 1 s by mistake. The binary values for the bytes can be converted to decimal simply by adding together the figures at the top of the column for any squares in a row that are shaded. The Amstrad 1
$\begin{array}{llll}2 & 6 & 3 & 1\end{array}$
$\begin{array}{llllllll}8 & 4 & 2 & 6 & 8 & 4 & 2 & 1\end{array}$

| 0 | 0 | 0 | 1 | 1 | 0 | 0 | 0 |
| :--- | :--- | :--- | :--- | :--- | :--- | :--- | :--- |
| 0 | 0 | 1 | 1 | 1 | 1 | 0 | 0 |
| 0 | 1 | 1 | 0 | 0 | 1 | 1 | 0 |
| 0 | 1 | 1 | 0 | 0 | 1 | 1 | 0 |
| 0 | 1 | 1 | 1 | 1 | 1 | 1 | 0 |
| 0 | 1 | 1 | 0 | 0 | 1 | 1 | 0 |
| 0 | 1 | 1 | 0 | 0 | 1 | 1 | 0 |
| 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 |

$$
\begin{aligned}
16+8 & =24 \\
32+16+8+4 & =60 \\
64+32+4+2 & =102 \\
64+32+4+2 & =102 \\
64+32+16+8+4+2 & =126 \\
64+32+4+2 & =102 \\
64+32+4+2 & =102
\end{aligned}
$$

Figure 2.5 The character definition of the letter ' A ' using decimal numbers.
can simplify this process considerably by doing the work for you! The command PRINT STR\$ (number) will convert a number into its decimal string equivalent. Binary numbers must begin with ' $\& X$ ', otherwise the Amstrad will take the number to be a very large decimal number that happens to be made up of 0 s and 1s! Let's confirm that our calculations above were correct:

```
10 MODE 1
20 number=1
30 WHILE numbery0
40 INPUT "Infut the binary namber, frece
ded by &x. ", number.
50 PRINT "This is the decimal number "ST
Ra(TIumber)
60 WEND
```

You may need occasionally to convert decimal numbers to binary. The Amstrad will do this for you as well:

```
10 MOOE 1
20 number=1
3O HHILE number>0
40 INPUT "Input the decimal numter ", num
bEr.
50 FRINT "THiE ig the biMGTy number *gIN
$(rumber:
SO WENO
```

A point to note with both these conversions is that the end result is a STRING. You cannot carry out arithmetic on strings, and if you wish to do so you will first have to convert the string into a number:

```
10 MOOE 1
20 numter=1
30 WHILE number>0
40 INPUT "Infut tre degimal number ", num
ber
50 FRINT "THi= 2\equiv the timary number "EIN
*(number;
54 REM VGL converts a Etring to a numeri
G value
5s mumeric=vAL(EIN* (mumber))
56 PRINT "This is the number ", numeric
S0 WEND
```


## Defining your own characters

We now know the values for the eight bytes the Amstrad uses to describe the letter ' A '. Any of the 16 characters with ASCII codes 240 to 255 can automatically be redefined, so let's change character 240 to the letter ' A ':

```
10 MOOE 1
20 REM SYMEOL defines character
30 SYMEOL 240,24,60,102,102,126,102,102,
[
40 PRINT CHR&(240:
```

SYMBOL in line 30 tells the Amstrad we want to define a new character. The first number, 240, gives the ASCII code of the
character，and the eight numbers following define each＇row＇ on the character grid．

If we need to redefine more than 16 ASCII codes，we must use the SYMBOL AFTER statement：

```
10 MODE I
20 SYMEOL AFTER 6.5
30 5YMBOL 65,231,195,153,153,129,153,153
,2.5.5
4 0 ~ P R I N T ~ E H R ⿱ ( 6 5 )
```

Line 20 tells the Amstrad that we wish to be able to redefine any ASCII code of 65 or greater．Line $3 \emptyset$ redefines ASCII code 65 ，for the uppercase A，so that points that were lit become unlit，and vice versa，as you can see if you try a capital A！The previous character definition has now been lost．It can be regained either by resetting the machine or，less drastically，by using another S YMBOL AFTER statement，at which point all characters are reset to their original definitions：

```
10 MOOE I
20 SYMEOL AFTER ES
30 5YMEOL 65,231,195,153,153,127,153,153
,255
4 0 \text { FRINT OHR悉(65)}
50 SYMEOL AFTER 70
```


## Hexadecimal

We have seen that the Amstrad can easily convert binary numbers to decimal to make life easier．Although we are all familiar with decimal numbers，in computing it has become traditional to use the HEXADECIMAL system，which involves counting in 16 s ．

Hex numbers are usually written preceded by＇$\&$＇to avoid any confusion with decimal numbers．It is worth getting used to hex．The value of any byte can be shown using just two characters in the hexadecimal system．We could describe the letter A just as easily using hexadecimal numbers：

```
10 MODE 1
20 SYMBOL 240,&18,83C,86t,&6t,&7E,&6t,86
A,0
30 FRINT CHP变(240)
```

|  | Codes and ch |
| :---: | :---: |
| Decimal number | Hexadecimal equivalent |
| 0 | 0 |
| 1 | 1 |
| . |  |
| 10 | A |
| 11 | B |
| 12 | C |
| 13 | D |
| 14 | E |
| 15 | F |
| 16 | 10 |
| 17 | 11 |
| 30 | 1 E |
| 100 | 64 |
| 255 | FF |

Figure 2.6 Some decimal numbers and their hexadecimal equivalents.
Because the Amstrad works with bytes many apparently meaningless decimal numbers assume significance if they are shown in hex. For example, you will find that the Amstrad will reject any line number greater than 65535 . This seems a quite arbitrary decimal number, but when converted into hex it becomes \&FFFF and the reason for the restriction becomes clear: 65535 is the largest number that will fit into two bytes. The use of two bytes means that there are $256 \times 256=65536$ different line numbers available, from $\emptyset$ to 65535 . Allowing greater line numbers would require three bytes to store every line number, and storing a line number as a single byte would restrict us to line numbers from $\emptyset$ to 255 .
The Amstrad makes it easy to convert from decimal to hex:

```
10 MODE I
20 numter=1
30 WHILE ndmber:0
40 INFUT "Infut the decimal number ", num
ber
50 FRINT "In hexadecimal this is "HEXo(n
umber;
EO WENO
```

Conversion from hex to decimal involves the use of PRINT STR\$ (number) again, but this time to signify that the number concerned is a hex number it is preceded by ' $\&$ ':

```
10 MODE 1
20 number=1
30 WHILE number:g
40 INPUT "Input the hemadecimal number,
Freceded by f
S0 FRINT "This is the decimal number ",s
TR$(Tumber)
SU WEND
```


## Games

User－defined characters really come in useful in games programs．This program defines a＇dog＇character which is then printed in a variety of random positions on the screen：

```
10 MODE ©
20 SYMBOL 240,0,4,7:132,124,130,130,0
30 FOR raridomdoge=1 T0 30
40 random*=INT(19*RND(1)+1)
50 randomy=INT(24*RND(1)+1)
*0 Pencolour=INT(15*RND(1)+1)
70 PEN pencolout
30 LOCATE randomx, randomy
70 FRINT CHR*(240)
100 NEXT
```

To move the dog around on－screen we must print a space at its present position to erase the old character，and then print to the new position：

```
10 MODE O
20 5YMBOL 240,0,4,7,132,124,130,130,0
コロ dOэま=CHR年(こ40)
40 PEN 1
S0 d09*=13: -0ヨY=10
60 responses="n
70 WHILE respanset<""E"
30 newy=dogy:newx=d0g%
90 responseq=INKEY手
100 IF resfonsez="a" AND dogy%1 THEN new
y=d0gy-1
110 IF resfonsea="こ" AND dogy<25 THEN ne
wy=do3y+1
120 IF responseq=":" AND dagx)1 THEN new
x=d0.gx-1
```

```
130 IF response$="." AND dogx<20 THEN ne
* = do g %+1
140 IF dogx<>new< OF dogy<>newy THEN LOC
ATE d0gx,d0gy:PRINT " ";:d0g%=nEw%:d0马y=
newy
150 LOCATE JOgx, dogy
100 PRINT dog$
170 WENO
```

Animation can be made more interesting by defining a series of characters，each of which is only printed if movement takes place in a particular direction．We can modify the above program to illustrate this，although rather than define four new characters I have used the predefined characters with ASCII codes 240 to 243 ．These are all arrows，pointing in different directions：

```
10 MODE 0
```



```
4 0 ~ P E N ~ 1 ~
50 arrowx=13: arrowy=10
60 respOnsej="n
70 WHILE responseq<>"E"
30 newy=arrowy: newu=arrow%
70 responseq=INKEY手
100 IF resfonseq="a" fND arrowy>1 THEN n
OWy=arrowy-1: arrowt=CHR&(24日)
110 IF responseq="こ" AND arrowy<2s THEN
newy=arrowy+1:arrow&=CHF&(241)
120 IF responsez="," AND arrowx>1 THEN n
ewx=arrowx-1:arrowt=CHR&(242)
130 IF response&="." AND arrow<<20 THEN
newx=arrowx+1: arrow$=CHR手(243)
140 IF arrowx<> newx OR arrowy``newy THEN
    LOCATE arrowx, arrowy:FRINT " ";:arrowx=
newx:arrowy=newy
150 LOCATE Grrowx,arrowy
160 PRINT QTTOW$
170 WENO
```

The above skeleton program can serve as the basis for many games．

One of the problems with user－defined characters is that it is a tedious business designing characters by hand，and often the
result when displayed on the screen is very different to the planned effect．The character－designing program on the Amstrad＇welcome＇tape suffers from a major defect in that it fails to display the SYMBOL definition needed to recreate a character．

The following program enables you to create characters on－screen．It displays the SYMBOL definition needed to produce the character and gives you the option of saving that data to a file．This gives you the opportunity of setting up your own＇library＇of user－defined characters which can be used in future programs：

```
10 MODE I
20 OEFINT <,n,x,y
2F FEM Set up arrays to holj graracter a
OdE
30 DIM code(E,B), EYmt(8)
40 INK 3,20,6
50 nomeま="?%マ7%%:
60 number=240
b% REM di\equivplay Empty ghamacter
70 GOSUR 1000
80 605u8 3000:G05u8 4000
8O REM scan keyboard for responee
70「こミр口пडeま="!
100 WHILE resfonseq<""e"
110 newx=x: newy=y
120 responseq=LOWER&(INKEY生)
12g REM next four lines move cureor wfla
ONH/left,ribht
130 IF resfonEeq="\Omega" AND y% Etarty THEN n
EWy=y-1
140 IF responses="2" AND y <starty+7 THEN
    newy=y+1
150 IF resfonseg="," AND x>startx THEN n
EWM=%-1
160 IF responses="." AND x<startx+7 THEN
    n@ws=x+1
169 FEM updote fosition if necessary
170 IF mewx<\* OR newy<yY THEN GOSUP 200
C
179 REM crange colour of foint on defres
sion of space bor
180 IF resfonsea=" " THEN GOSuE 7000:GOS
```

リe 3000

```
139 REM outfut Eymbol definition to fize
    if 'O' pressed
190 IF resfonsez="0" THEN GOSUE 5000:G0S
UB 1000:GOSUB 3000:G05US 4000
199 REM infut symtol definition from fil
eif,i, pressed
200 IF resFOnseま="i" THEN GOSUB s000:G0S
UE 3日月0:GOSUE 4000
210 PEN 14
220 LOCATE %,y
230 FRINT CHRE(203);
240 WENO
250 END
9%7 REM emfty symbol definition
1000 CLS
1010 SYMBOL number,0,0,0,0,0,0,0,0
1QCO FEN I
1030 FOR count=1 T0 E
1040 FOR court1=1 TO 8
1050 code(count, count1)=1
1060 NEXT
1070 NEXT
1077 REM Frint 3*B empty Equares to refr
esent blank character.
1080 5tartx=2:5tarty=2
1090 FOR x=startx T0 startx+7
1100 FOR y=starty T0 starty+7
1110 LOCATE }x\mathrm{ ,y
112G PRINT GHF禾(233);
1130 NEXT
1140 NEXT
1150 x=Etartx:y=starey
1100 RETURN
19%G REM Frint correct colgur character
at old position on cursor move
z0@0 LOCATE &,y
2010 codex=<-stortx+1:codey=y-starty+1
2020 PEN code(codex,codey)
2030}\mathrm{ FRINT CHR悉(23);
2040 %=nEwK:Y=nEwy
2050 RETURN
z%g% REM CONVETt code array to 8 dEcimal
numbers FOR SYMBOL definision
3000 FOR G口unt=1 TO E
```



```
3020 FOR count1=1 TO S
3030 Symb&=5ymba+MIO我(STR&(code(count1, c
ount)-1),2,1)
3040 NEXT
3050 symt(count)=UAL(SYmtま)
30EO NEXT
3070 5YMBOL number, symb(1), symb(2), Eymt(
3), symb(4), symb(5), symb(6), symb(7), Eymb(
8)
30SQ FEN 1
3090 LOCATE 1, starty+10
3100 PRINT "Symbol is: "; GHR手(number);
3110 LOCATE 1, Etarty+12
3120 PRINT "SYMEOL "; number; symb(1); Eymb
(2); ङymb(3); ミymt(4); ミymb(5); ミymt(6); \Xiymt
(7); Eymb(S);
3I30 FETUFN
4000 FEN :
4010 LOCATE 1, Etarty+15
4020 PRINT "Symbal name: ";names
4030 LOCATE 1, starty+17
4040 FRINT "SymbOl number: "; number
4050 RETURN
4999 REM Eqve character definition to fi
le
500G LOCATE 1, :1
5010 PEN : 
5020 INPUT "Name of symbol";name%
5030 OPENOUT riamiet
5040 WRITE #%,namez, number, symt{1), symb{
2), 三ymb(3), 三ymb(4), ミymb(5), ミymb(b), 三ymb(
7), Symb(B)
5050 CLOSEOUT
505% REM UFdate SYMBOL nome and numter f
or next definition
5060 names="??%???"
5070 number=number+1
5g80 FETURN
5999 REM infut choracter defirition from
    File
EQOQ LOCATE 1,Z1
GQ1D FEN 1
g@z0 INPUT "Name or symtol"; nameま
60S0 OFENIN namEq
```

```
604G INFUT #F,MamEa, number, 三ymb(l), Eymb(
2), gymb(3), ミymt(4), ミymb(5), symt(6), symb(
7),5ymt:3)
6050 CLOSEIN
6060
S069 REM turn symt array into tinary for
    conversion to code array
6076 FOF GOUnt=1 T0 E
60日Q Eymbt=RIN&(symb(count);
6090 2.ngth=LEN(EYmもま
```



```
O110 FOF GQunts=1 TO E
LIE LOGATE Starta+countl-1, Etarty+count
-1
SH0 code=UAL MID&(Symb&,count1:1))+1
6140 FEN COdE
6150 PRINT CHR年 23);
6160 code(count1, courit)=code
6170 NEXT
6180 NEXT
G190 RETURN
699% REM toggle colour at cursor fositio
ni on defressign of space bar
7000 codex=4-startx+1:codey=y-5tarty+1
7010 IF code(codex,codey)=1 THEN codecec
dex,codey)=? ELSE code(codex,codey)=1
702日 RETIJRN
```


## Exercises

1）Design a＇spider＇character and write a program that redefines the full stop key to produce your arachnid friend．
2）Write a program to enable you to move your spider about on－screen．You might like to use some of the pattern－ drawing routines from the last chapter to produce some suitable webbing．
3）Improve the previous program by designing up－，down－， left－，and right－facing spiders，and print the correct character when movement is made in a particular direc－ tion．

## Multiple characters

In mode 1 a single character is not very large，and it may be
preferable to create a larger figure built up from several shapes． The individual characters can be joined together to make up a single string if the figure is completely horizontal：

```
IG MODE :
1G REM define z Gharacters for lorry
20 5YMPOL 240,0,0,96,9t,96,127,18,12
30 SYMBOL 241,0,0,0,0,0,255,0,0
40 SvMEOL 242,248,132,132,255,255,255,72
,43
50 10rryt=(HR&(240)+CHRま(241)+CHR(242)
60 LOCATE 18,IZ
7g PRINT l口एrym
```

The＇lorry＇character can easily be placed under the control of the keyboard，although for the sake of realism let＇s just move it in one direction only－to the right：

```
10 MOOE 1
20 REM define 3 characters for lorry
30 SYMBOL 240,0,0,76,96,74,127,18,12
40 SYMEOL 241,0,0,0,0,0,255,0,0
50 5vMBOL 242,248,132,132,255,255,255,72
,43
60 20rrym=CHR(240)+CHR(241)+CHR音(24こ)
70 x=1:y=13
GO LOCPTE *,Y
90 FRINT dorrym
100%resfonEet=""
107 FEM Eबan keyboarg until 'E' Fressea
110 HHILE responseq<>"E"
120 new%=%
130 responミeq=LOWERま(INKEYま)
140 IF responset="." THEN newx=x+1
147 REM if lorry has moved frint a space
    where the left end was
150 IF new<<>X THEN LOCATE X,Y:PRINT " "
;10rry%
160 x=newx
170 UENO
```

Notice what happens when the figure gets too close to the right－hand edge：the whole figure is automatically printed at the start of the next line．The Amstrad will not print any character that moves the text cursor outside the text window．If

| ASCII code | Action |
| :---: | :--- |
|  |  |
| 8 | Cursor moves back a character |
| 9 | Cursor moves forward one character |
| 10 | Cursor moves down a line |
| 11 | Cursor moves up a line |

Figure 2.7 The four ASCII codes for cursor movement.
a character does fall into one of these positions, the computer moves the text cursor to an allowed position, using the following rules:

1) If the cursor moves beyond the right edge of the screen, it is moved to the first position on the next line.
2) If the cursor moves beyond the left edge of the screen, it is moved to the last position on the previous line.
3) If the cursor goes off the top of the screen, the screen scrolls down a line, and the cursor remains on the new top line.
4) If the cursor goes off the bottom of the screen, the screen scrolls up a line, and the cursor remains on the new bottom line.

Although only the front of the lorry falls into an illegal category, the computer is printing the lorry as a single string, and regards the whole string as being printed at an illegal position. Consequently as soon as the lorry reaches an $x$ text coordinate of 39 , which would make the front 'poke out' into an illegal cursor position, the Amstrad prints the ENTIRE string at the beginning of the next line. This is important to remember, as it means that the size of a multiple character affects the positions at which it can be safely printed on-screen. In this case, the maximum $x$ text coordinate that can be used is 38 .

Printing a vertical figure might seem more difficult, because surely each part of the figure will need a different LOCATE statement to print it? Here we can take advantage of the fact that four of the lower ASCII codes do nothing but move the cursor in particular directions. By including cursor move commands we can describe a vertical figure by a single string. These cursor move characters are not printed by the Amstrad


The 'rocket' could be printed as a single string composed of: top\$ + CHR\$(8) $+\mathrm{CHRS}(8)+\mathrm{CHR}$ (10)
moves cursor back and down
ready to print next character
$+\mathrm{mid} \$+\mathrm{CHR} \$(8)+\mathrm{CHR} \$(8)+\mathrm{CHR}(10)$
same cursor movement again
+bot\$
Figure 2.8 A vertical multiple character created using cursor moves.
but serve only as instructions to the text cursor where to move next.

The 'rocket' can be printed to the screen using a single LOCATE statement:

```
10 MOOE 1
1% REM define z Ghargcterg for rocket
20 SYMBOL 240,0,24,24,24,24,36,36,36
30 SYMBOL 241,36,36,36,36,36,36,36,36
40 5YMEOL 242,6%,129,129,129,129,153,195
,12%
```




```
60 =20: %=20
70 LOCATE ×,y
80 FFINT roEkEta
O0 resporseq=""
100 REM Scan keyboara until 'e: Fressed
110 WHILE respanseq<>"e" ANO y)L
120 newy=y
```



```
140 IF respanseq="G" THEN rewy=y-1
15Q FEM if rocket has moved frint g sfog
e where the bottom was
1\leqslant0 IF newy<\Y THEN LOCATE R,Y+2:PRINT "
    ":LOCATE x, nemy:FRINT rocteta
170 y=newy
180 WENO
```

Unfortunately the Amstrad displays a peculiar habit when dealing with strings containing cursor moves．The above figure is clearly vertical，and no part of it lies in an illegal position．However，the computer considers it to be a string 7 characters long and hence will not allow the＇rocket＇to be printed to any $x$ text coordinate greater than 34 ．You can demonstrate by changing line $6 \emptyset$ to：

```
10 MOOE 1
1% REM define z chargcters for rocket
20 5YMBOL 240,0,24,24,24,24,36,34,36
30 SYMEOL 241,36,36,36,36,36,36,36,36
40 5MMEOL 242,66,129,129,129,129,153,195
.129
```



```
Ra(241)+CHRE(Q)+CHR音(1日)+CHR{(242)
S@ <=35:Y=20
70 LOCATE x,y
30 FRINT rocket%
70 「ESPO\SEま="n
1000 REM scan keyboara until 'e: pressed
110 WHILE rEEpOriseq《"E" ANO y>1
1こ0 newy=y
```



```
140 IF resporseq="a" THEN newy=y-1
150 REM if rocket has moved print a spac
e where the bottam was
```

160 IF newy © y THEN LOCATE $x, y+2: P R I N T "$ ＂：LOCATE $x$ ，חEWY：PRINT rocket
$170 \quad y=n$ wh
180 WEND
We can use cursor moves to create more complex figures，but it is important to be aware of the restrictions this places on positioning．For all but the simplest of figures it is probably better to print by a series of LOCATE statements．This brief program demonstrates the two approaches：

```
LE MOE :
```



```
Z0 SMEOL 240,0,24,24,24,24,36,36,36
30 EMMSOL 241:35,36,36,36,36,36,36,36
40 EYMPOL 242:54,129,129,129,120,153:195
.12%
4F REM define ujing curegr moves
```




```
5% REM this boy we can't uEe rogardiñte
# graater tran J4
60 x=1:y=20
7 LOCATE E.23
G0 PFINT "GhGracter gefined uEing aursor
    moves:
70 FOR YG口OTd=Y TO 1 STEP -1
10日 LOCATE *,ycoorz+3
11E PEINT " "
12日 LOCATE x,ycocrg
130}\mathrm{ PRINT ROCKEtま
140 NEXT
14% REM wait for kEy defression beforez
Ontinuing demo
```



```
160 HHILE reEEOREE&=""
```



```
1BO WENO
100 CLE
19% REM this way we can print to flly x c
00ruincte
200 4= SE: y=20
Q10 LOCATE 7. こJ
z2G FRINT "OHGMGEter definge uEing Locot
E For egch fart"
```

```
22g REM frint each port of the rocket wi
th EEFGrGte LOCATE statements
23巴 FOF ycOQra=y T0 i STEF -1
240 LOCATE *,ycoord
20 FRINT OHFま(240)
z&⿴ LOCGTE x yogara+1
270 FFINT GHFa(241)
200 LOCATE x,ycgora+e
290 FFINT OHR手(242)
299 REM JElete ald rocket base
30日 LOCATE K.ygoond+z
310 PRINT " *
ZC}NEX
```

More interesting effects can be achieved if two slightly differing figures are defined，and then displayed alternately． We can use this idea to produce a＇snake＇which wriggles its way across the screen：

```
10 MODE 1
1% FEM define 2 Engke' chargcters
20 SYMEOL 240,0,0,32,80,81,74,130
30 SYMBOL 241,0,0,0,132,74,81,30,22
40 SnakE1t=CHR生(240)
50
60 Enaket=snakeit
70 y=1z
8Q FOR -=1 TO 3?
Gg REM toggle frinting or craracter tetu
egn one snate and the other
```



```
    ELSE ミTaket=snakE1生
100 LOCATE K.Y
10G REM Frint EpGCE to delete EnakE' O &
i1
110 FRINT " "; Enaket
LH REM JElGY - otherwiEe its all over
E00 quickly!
120 Qldtime=TIME
130 WHILE TIME<01&time+10
140 NEND
15G NEXT
```

We could similarly define two＇lorry＇images which vary slightly to give the impression that the vehicle is jolting its
way along．Or we could make the earlier＇dog＇wag its tail as it strolls about：

```
1Q MOOE I
17 FEM define z 'sog' ctaracters
20 5MMEOL 240,0,132,135,132,124,130,4]0,
0
30 5YMEOL 241,0,36,71,132,124,130,65,0
40 コロツ1ま=CHR生(240)
```



```
60 むのヨ年=』091ま
74 y=1z
80 FOR x=1 TO 30
89 REM toggle frinting of charGcter betw
Een ane dag and the other
70 IF dog#=d0gi& THEN d0ga=d0g2a ELSE d0
9乎=寸0ヨ1手
100 LOCATE *:Y
10% REM Frint EFGCe to delete gld dDg
1LQ PRINT " *;きO马$
1% REM delgy - otherwise its all gyer
toc quickly!
120 口idtime=TIME
130 WHILE TIME<Oldtime+30
140 WEND
150 NEXT
```


## Exercises

1）Create your own multiple－character version of a bus，and drive it across the screen．
2）Design two circular characters with a cross－piece at differing angles，and print them alternately to the screen to give the impression of a rolling wheel．
3）Add the rolling wheels to your bus as it is moved across the screen．

## Improving the resolution

Although a number of amusing games can be devised using only the text screen，there are clearly limitations imposed．The best text resolution is available in mode 2，and even this has just 25 lines of 80 characters．In contrast，the worst graphics resolution is 160 by 200 points．Fortunately，the Amstrad
allows text characters to be printed to a graphics position，and this means we can produce smoother animation，and give the user finer control in games．More seriously，it means that graphs and charts can be accurately labelled at any point rather than at the closest text position．

The switch from text to graphics coordinates brings other changes as well．After a TAG（Text At Graphics）command has been given，characters can no longer be printed following a LOCATE statement．Instead the graphics command MOVE must be used to position the graphics cursor．The text character is tagged to the cursor by its TOP LEFT corner．This program moves a single character＇Space Invader＇to demons－ trate the principle：

```
10 MODE 1
1% REM define sface invader
20 5YMEOL 240,24,60,126,217,255,255,165,
105
30 invader和=CRE(240)
40 3rafticsx=100:3rafhacsy=200
49 REM join text to grofhics curser
50 TAG
6% FOR 人=gRGFH&GS% TO 600
70 MOUE <, grafRicsy
7E REM print Epoce to rut Dut ald inuGde
r fires
7f REM OMit the Eemi-colon Gt YOUF Feral
Q日 FRINT " "invader婁;
OG NEXT
```

The semi－colon at the end of the PRINT statement is vital． One important consequence of using TAG is that control characters（i．e．those with ASCII codes $\emptyset$ to 31 ）are printed to the screen rather than being obeyed．The cursor moves involved in printing the＇Invader＇in the above program become visible if the semi－colon is omitted．We can also see the effect using the＇rocket＇as an example．：

```
10 MOOE -
```



```
20 5MMEOL 240,0,24,24,24,24,36,36:36
30 SYMBOL 241, 3&,3t,3t,36,36,36,36,36
40 EYMBOL 242,46,120,120,12%,120,153,175
,127
```



```
只(241)+CHR未(3)+CHRま(10)+CHR{(242)
60 TAG
70 grafhicsk=300:grafhicsy=100
80 FOR y=graphicsy TO 350
Gg REM rite out old rocket tase
70 MOUE BrafRicEx,y-24
10@ PRINT " ";
10% REM frint new rogket what a mese:%
110 MOvE grafhicEx,y
1こg PRINT POEkEt*;
130 NEXT
```

Not quite what we wanted！The problems created by cursor moves for both text and graphics mean it is usually easier to stick to figures that are simple．Figures built up from a series of horizontal characters can be printed after a single MOVE statement，because the graphics cursor automatically moves through the width of a single character after printing and is thus correctly positioned to produce the next character．We can see this with the earlier＇lorry＇figure，which consisted of a single string：

```
10 MODE 1
1F REM define 3 characterE for lorry
20 SYMEOL 240,0,0,96,96,96,127,18,12
21 SYMBOL 241,0,0,0,0,0,255,0,区
22 5YMPOL 242,248,132,132,255,255,255,72
.48
3010rryt=CHR(240)+CHR$(241)+CHR(242)
40 graphicso=0:graphicsy=200
49 REM join text to graphics cursor
50 TAG
G0 FOR x=graphiasx TO sQU
70 MOUE %,graphicsy
7G REM frint space to rut out back of io
r.%
30 PRINT * "lorryo;
70 NEXT
```

The＇rocket＇would have to be printed with a succession of MOVE statements，because each character is above the pre－ vious ones：

```
10 MODE I
```

```
1% REM define S choracters for rocket
20 EYMBOL 240,0,24,24,24,24,36,36,36
ZQ 5YMBOL 241,36,36,36,36,36,36,36,36
40 SYMPOL 242,65,129,125,129,129,153:195
,12%
50 rackettopa=CHR寺(240)
51 rocketmig= CHF寺(241)
52 rocketbota=CHR&(24こ)
60 TAG
70 graphicsu=300:graphicsy=100
80 FOR y=grafhicsy TO 350
39 REM rut out old rocket tase
90 MOUE graphicex,y-48
100 FRINT " ";
110 MOVE graphics%,y
120 FRINT rockettofa;
121 MOUE grafhicEx,y-16
122 PRINT FOEKEtmidj;
L23 MOUE GrGFhicsx,y-32
124 PRINT rackettotat;
130 NEXT
```

TAG can be switched off within a program using the TAGOFF command．TAG is automatically switched off at the end of a program．

## Faster movement

You have probably noticed that there is an inevitable price to be paid for this smoother movement of figures：the program runs more slowly．Single character animation is faster，but there are a number of other ways in which we can ensure that the program runs as rapidly as possible．

First，we can speed the program up by using integers（whole numbers）wherever we can．This enables the computer to carry out calculations more quickly．It might seem that we have only used integers in the previous programs－however，the Amstrad treats all numbers as decimals internally unless it is informed otherwise．We can declare particular variables as integers by using the DEFINT statement：

```
I DEFINT 3, X,Y
```

The Amstrad will now treat any numeric variables beginning
with either $g, x$ or $y$ as integers．The difference in speed becomes apparent if we time the same program with and without the use of integers：

```
I DEFINT g. 
10 MODE I
19 REM define z characters for lorry
20 5YMEOL 240,0,0,96,96,96,127,18,12
21 SYMEOL 241,0,0,0,0,0,255, [,0
22 SYMBOL 242,248,132,132,255,255,255,72
,43
3010rry$=CHR#(240)+CHE悉(241)+CHRま(242)
40 graphics%=0:graphicsy=200
4% REM jQin text to grafhics Gursor
5 0 ~ T A G ~
s5 starttime=TIME
60 FOF %=graphics人 TO 600
76 MOUE x,graphicsy
7% FEM frint \equivegce to rut 0ut EGGk of ig
rry
Bg FEINT " "lgrry*;
GG NEXT
97 60tal&zme=TIME
100 TAGOFF
110 LOGATE 1,2g
120 FRINT "Time taker was "!totaltime-st
arttime)/30日"Eecords"
```

A second way of speeding up movement is to take note of the minimum displacement which the Amstrad can successfully display in each mode．There is little point in moving a character horizontally by a single $x$ coordinate in mode 0 because the resolution is so low that printing will take place to exactly the same spot．Move at least four units in mode 0 and two units in mode 1．Vertical resolution is the same in all three modes，but the minimum movement that can be displayed is of 2 units．

Lastly，plan characters so that they have an empty border surrounding them．This ensures that movement in any direction does not leave a trail．The second＇Space Invader＇ shown in Figure 2.9 will leave lines which need to be erased whenever it is moved．This deletion slows the program down．


Figure 2．9 Two＇Space Invader＇characters：the first is more useful as its border automatically erases the previous image．

## What comes next？

Most games programs involve identifying what is present in a nearby screen position－has the racing car hit the wall，and did the laser strike the Space Invader？By using the TEST $(x, y)$ command we can discover the PEN used at any given graphics position．By carefully choosing the colour of the characters used in a game we can ensure the program behaves differently if we move to a position containing a point of a particular colour．All spiders might be pink，for example，and if we try to move our fly to a spot which proves to be pink the game ends abruptly：

```
IREM EFPEd things dF
OEFINT O,*,Y
10 MODE G
1% FEM dEfine fly GMd EPiser Ghargoterg
20 5YMBOL 240,0,36,90,90,90,36,0,0
30 5YMEOL 241,145,82,52,31,248,44,74,137
40 「1yま=CHR寺(240)
```



```
40 GOSUE 100%
70 < 1y=300:yF1y=200
g0 xnew=&fly:ynew=yr1y
70 <tEst=xF1y:ytest=yfly
100 MOVE XFIY,yFiY:PLOT XFIY,YFIY,I
110 GOSUE 2000
120 resfonsez="":rlydead=0
```
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```
12G FEM kesp gagnning keytoqre witul tre
    Fy'ミ dead
## WHILE responseb=": OR FLydega=0
```




```
15% FEM FOSition (xtest,ytest) to colrur
ーHECk depends on directipn af move
16Q IF resfonset="a" THEN ynEw=yFly+?:%仑
25t=%new+16:ytgst=ynew+S
170 IF responseq="こ" THEN ynew=yfly-?:xt
```



```
180 IF responseq="," THEN <new=rf1y+4:xt
```



```
170 IF respanEeq="," THEN <nEw=xFly-4:rt
25t=人n!w-16:`test=ynew-?
```



```
|B 29006
21D WEND
ZZ0 MODE 1
23 ENO
7% FEH EE, UF FiMK EO1DUK
LOO MOUE O, D
101 [FOL O.0.11
1020 TAG
1G马FEM draw 10 BFidErE at random
1030 FOR SFigERS=1 TO 10
104@ EPiderx=INT(EGO*RN[(1)+20)
10.50 三PidETY=INT(30⿴%RNO(1)+20;
1060 M0UE EFidErx,sFidery
1070 PRINT EFidEr&;
10日 NEXT
1OOQ RETUFN
1%% REM test EOlour at Eentre Df next a
haraster "asitiar
```



```
20日 REM if its Pink; the FI%'s degu
```



```
Fider ir the Foint misses the body:
```



```
:30日
2019 REM Pririt EFider to nEw Position
```



```
2050 MOपE &52Y:YFIY
20,O PRINT FIY西;
GO7Q RETURN
```

We can easily extend the game by introducing a time element：


```
ZEREM tris timE BFidEr muEt ragzt tre
*ep right corner
|7 REM a三 quickly aE FDSEiblE, #0 EEt d
FEtart Eime
```




```
    fly'E deag ar the corner'三 reached
100 WHILE (responses="" OR FIYaEad=0) AN
O!F1Y!6OD OR YFIY《30日%
140% <new=xfly:ynEw=yfly
150 resPOnseq=LOWER&(INKEY㐁)
159 REM PDEition (xtest,yधest) to colour
-check depents on direction of move
```



```
est=人new+1t:ytest=ynew+E
170 IF reSponset="こ" THEN `new=yfly-こ:凶t
est=ッneN+16:ytest=ynew-?4
180 IF responseq="." THEN xnew=xF1Y+4:xt
est=ynew+48:`test=ynew-E
170 IF responseq="," THEN <new=xfly-4:\varkappat
est=x\capEw-1b:ytest=yr!w-\varepsilon
200 IF xnew<>xfly of ynew<>yfly THEN GOS
|P 20QO
\because10 WENO
Z1S TGGOFF:GLE
2อ0 IF Flydegd=0 THEN PFINT "Time tGken
wGE: "TIME-OldtimE
23END
```

A useful variation of the TEST command is the TESTR command which tests the PEN present at a position relative to the present position．For example，TESTR（10，－5）ex－ amines the point which is 10 units to the right of the present point and 5 units down from it．This program demonstrates its use．You must guide the＇car＇around the racing track．Don＇t go off the black＇road＇！

```
10 MODE -
20 GO5UP 1000
30 GOSUR 20g0
40 ENO
1000 FAFER 12
```
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```
1010 FEN 0
1020 CLS
1027 REM dram 'tract'
1030 ミidEx=3: ミidey=7
1040 FOR y=sidEy TO Eidey+11
10s0 LOCRTE ミidex,Y
1060 FRINT CHR&(14J)CHR年(143);
1070 LOCATE SideX+15,Y
10日O FRIMT CHR里143)CHEw(143);
10GO NEXT
1100 startx=7: starty=5
1109 FOR EQunt=-1 TO 1
IL1B LOCQTE EtGrtx, starGy+court
1120 PRINT STRING#(S,OHR#(143));
1121 LOCATE Etartx, starey-1
1130 LOGATE startw, starty+15+E0unt
1140 PRINT ETRING&(8,GHR年(43));
#141 NEXT
1:5日 TAG
11s0 colour=0
1170 left%=32:rightw=576
1180 toty=150:tロFy=330
1190 changey=t:changex=32
120日 PLOT leftx+chongex,tofy+changey, col
cur
1210 FOR count=1 TO 4
122b ychange=changey* count
1230 katange=arangek*count
1240 MOUE leftx+xchange,topytychange
```



```
12GB GOSUR 1600
1280 MOUE rightx-xatange, topy+ychange
1290 FRINT GHR年(143);
1300 GO5UR 1600
1zz0 MOUE leftx+wchange, boty-ychange+8
1330 FRINT CHR手(143);
1340 GOSUR 1600
t300 Move raghtx-xGhange,boty-yGhange+g
1370 PRINT GHR年(143);
1380 GOSUR 1600
1400 NEXT
1408 REM 2 car Eymbols, gne for Uf%down
mowement
1409 REM one for left/right movement
1410 SYMBOL 240,0,102,36,126,126,36,102,
```

```
0
1420 5YMEOL 241,0,90,126,24,24,126,90,0
1430 Ei』eq=CHR手(24B)
1440)リア末=OHRO241
1450 cart=5idet
1400 carx=400: cary=336
1470 FLOT carx+1t, cary-4, z
1480 MOUE EOR%,GATY
1490 FRINT COR#;
5gO RETURN
1.600 FOR counti=1 TO &
1610 MOUER -32,-16
1620 PRINT CHR&(143);
1G30}\mathrm{ NEXT
1640 RETINRN
1999 REM scan keyboard for key depressio
ก
2000 carhit=0
2010 chargex=0:charigey=0
2@20 WHILE carhit=0
2030 response$=LOWER$(INKEY*)
2040 IF response$="O" THEN changex=0:cho
ngey=2:cor$=up$:testx=-16:testy=?
2050 IF response$="玉" THEN chongex=0:cho
\Piэey=-\Omega:cor$=up$:testx=-1t:testy=-1b
2060 IF response$="." THEN changex=4:cho
```



```
2070 IF resfonse$="," THEN changex=-4:cr
angey=0: cor$=side%:testx=-3t:testy=-8
2079 REM SPGGe Bar stops car
20BD IF response$=" " THEN chan马Ex=0:cha
ngey=0
2039 REM OnlY araw sar again when it fas
    beeri moved
2090 IF Ghangex<>0 OR changey<>0 THEN GO
5UE 3000
z100 WENO
2110 RETIIRN
2797 REM test colour of Eixel next to pr
esent pGsition
2978 REM test colour of fixel next to pr
esent positien
2马97 REM in n@xt Gharacter row/column is
    perfect (but slow:
30000 colourpen=TESTR!testx,testy)
```

```
300G REM if not INK O then car is off th
O track
3010 IF colourfen<>0 THEN corrit=1:SOUND
    7,500
3020 carx=carx+chongex:cary=cary+changey
3030 MOVE cark. cary
3040 PRINT GOr#;
3050 RETURN
```


## Exercises

1) Add a few obstacles on the racing track - yellow bales of hay or the burnt-out remains of a car.
2) Create a multiple-character green caterpillar that ambles slowly across the screen.
3) Add some red berries which are printed at random positions on-screen. If the caterpillar eats a berry, it turns blue and dies.
4) Add keyboard controls so that you can attempt to guide the caterpillar on its perilous journey by moving it vertically so that it avoids the berries. The creature is safe if it reaches a rich swathe of green grass on the right of the screen.

## Graphs and charts

In the last chapter we looked at the lighter use of graphics, in games, but there are much more serious applications, even on a microcomputer. The last few years have seen a proliferation of sophisticated software suitable for small businesses, and many of these programs take as their aim the presentation of information in a more easily understood manner. Rather than providing endless lists of facts and figures, the software manipulates the data and from it produces graphs, bar charts, pie charts, or a combination of all three. The use of colour and high-resolution graphics makes it easy to display trends or highlight particular features. The computer has the added advantage in that it can rapidly recalculate and display a new graph or chart to illustrate the consequences of, for example, a drop in sales revenue.

We shall concentrate in this chapter on software to produce the three most familiar forms of data presentation: graphs, bar charts and pie charts. At this stage in the book it is important to be aware of some of the rules-of-thumb that should be used when planning software.

First, it is unwise to attempt to write a program as a whole. It is much easier to develop, debug and amend a program if it is written in MODULES, short sections of the program that have a specific purpose, i.e. to draw the axes of a graph, or colour a bar on a bar chart.

Second, a program is very inflexible if it is tied to specific values. A program to draw the axes for a particular graph might work very well. But if it contains lines like:

```
100 MOVE 303,370
110 ORAW 30E,120
120 DRAN S3O,120
```

it becomes difficult to use again, and producing a new graph
may well involve rewriting the program. It is far better to use VARIABLES on all possible occasions. This has many advantages: variable names are more meaningful than strings of numbers in MOVE and DRAW commands, and the program is easier to understand and modify if we return to it after many months and wish to change it.

Additionally, the use of variables means that we can write a general purpose program that will produce a graph for any set of data - the only changes necessary will be to the data itself. There will be no need to edit program line after program line to take account of the new circumstances.

Writing a program of this form involves more thought initially, and the software may take longer to develop. It is well worth the extra trouble. By adopting this approach we avoid writing numerous programs to carry out basically the same tasks.

## Point and line graphs

The first question that arises when drawing graphs is that of the resolution required. On the Amstrad we have a choice of modes, each with differing horizontal resolutions and the same vertical resolution. In general it is better to draw a graph with many points in mode 2 , to take advantage of the high resolution. Unfortunately we are limited to only two colours in mode 2. If the number of points to be plotted is fewer than 300 mode 1 gives a reasonable compromise between the demands of resolution and colour: it offers 320 individually addressable points horizontally, along with a choice of four colours.

The Amstrad has been designed so that a change of mode does not affect the range of the graphics coordinates. The program that follows will thus run equally well in any of the modes, although clearly the resolution will vary.

We will begin by developing a (very brief!) program. For the moment the graph will be drawn using the entire screen and we will leave the problem of labelling until later. We will write the program as a series of subroutines. This gives us more flexibility, and makes it possible to plot several sets of data on a single graph, or draw multiple graphs, without any radical alterations to the program:

```
IO MODE I
Zg GOSUE 50G
ID GOGUE EDQ
40 END
49% FEM draw GXEE
E0% YFOint==30%
```



```
5% MOYE O,yPDintE
SB ORAU D,O,I
EO DFAL &FOIMES,G
550 mi T%=200
56 आG<<=4000
570 diFFx=mG<x-minm
50% miny=100
570 maxy=1000
EDE diffy=m0@y-02ny
&1口 FGintx=diff*, 人frirts
BQ POinty=diffy/yFOint三
EGD RETUFN
```



```
HEir FGEitich
GQg FEAD nadfFDints
```



```
E1Q FOR EDUnt=1 TO MDEFPDintE
```



```
    FDintM
GこG FEAD y(c口unt):ydiBFi=(y(c口urty-miny)
%01%ty
G己价OT M&&EP1,ソdi=Fl
BZ NEXT
GGGETUFN
```



```
00,600,4000,1000
```

Line $52 \emptyset$ draws the axes of the graph．The origin is placed at the bottom left corner of the screen．It is essential that we know the minimum and maximum values of the data，so that the graph can be scaled to ensure that all the points are on－screen． These values are stated explicitly in lines 550 to 600 ， although we shall see later that the computer can itself derive this information from the data provided．Once the Amstrad has found the difference between the minimum and maximum values，it can calculate how much each unit along the $x$ and $y$ axis will have to represent for all the data to fit on，lines 610
and 620 ．The origin will represent the point $(\min x, \min y)$ and the top right corner of the screen will be $(\max x, \max y$ ）．

Finally，the program reads in the x and y coordinates for the data，scales the points and plots them，lines $80 \emptyset$ to 830 ．The data in this case is already ordered from the lowest to the highest $x$ coordinate．Randomly ordered data will be dealt with at a later stage．

You may care to run the program a few times with changed values for max $x$ and max $y$ to see the effect it has．Doubling max $x$ will＇squash＇the graph towards the left，as the program leaves room for higher values of $x$ that might be present in the data．Doubling max y＇squashes＇the graph downwards．The variables $\min x$ and min $y$ give similar effects when changed．If you dislike the fact that the corner of the graph is $(10 \emptyset, 2 \emptyset 0)$ and not $(\emptyset, 0)$ ，change $\min x$ and $\min y$ to 0 ． （Note that this wastes part of the screen area as there are no points displayed here．）Remember that the data at line $1 \varnothing \emptyset \emptyset$ falls within a particular range－if you change the values of $\min x$ etc．too radically you will lose some points from the graph！

Running the program reveals a few problems－the graph and points are rather difficult to see．A few modifications can improve the situation：

```
10 MODE I
ZOGEUE 50%
50 GOEUE G0%
4B ENC
```




```
513 ~FQ2П+E=Eこ%
S2D MQUE O, YFEirGE
5% DFAL O, O. 
54 OFAW <FOintE,D
50 minw=200
5SD m6-x=40日0
570 дiff%=ma&x-ni n%
SOR miny=10日
5%% mब%y=100%
ADO diffy=mGXY-miry
G10 FDint<= &iFF*%MFDints
SO FOirty=diFFYGYFOints
GGG RETURN
```

```
7% REM FEQd FOintE from data and Flot t
heir Easityon
GQU READ RODFFDints
80.5 0IM <(noofpoints),y(noofpoints)
GOS READ FENGOLOUR, FGFERGQMOUT
8日7 INK D,FGPErcGlour
g0E INK 1:PEnGOIDUK
80}\mathrm{ PAPER O:PEN 1
310 FOR count=1 TO nooffoints
815 REAO %(count):xdisfl=(*(count)-xmin)
F口int%
32@ READ y(count):YdiSFl=(y(count)-ymin)
fPCumty
825 FLOT Xdispl,ydisfl
8.30 NEXT
9GG FETUPN
1000 DATA 5,0,24,200:100,1000,200,1500:3
00,2500,600,4000,1000
```

The colours used to draw the graph are now specified in the DATA statement．We could go even further and specify the MODE here，but let＇s stick to mode 1！The points can be made more visible by plotting a cross or square at each position．This is easily done using relative moves：

```
10 MODE 1
20 GOSUE 500
30 GOSUE 300
40 END
49 REM araw Q<ES
500 yFQints=359
510 KFOintS=637
520 MOVE 0,YPOints
50 ORAW 0, 0,1
540 ORAW YPGints,R
50 minx=200
560 max>=4000
570 diff%=ma*R-min%
500 miny=100
5%0 maty=1000
60日 diffy=moxy-miny
E10 FDintx=diffx/uFDints
620 FOinty=difFy/ypOimts
690 RETURN
79G REM read fointE from data and flot E
```

```
heir fositign
gQG PEAD noDfPOints
80S OIM <(nooffoints),y(nooffoints)
B0G READ FEDGOLOUR,FGFERCOLOUT
BQ7 INK D, FGFERCGlour
B08 INK 1,FEnCOIDUF
8QP FAFER D:FEN I
810 &rロsミx=10
E11 Ercsey=10
814 FOR count=1 T0 nooffoints
E1.5 REAC *(count):XdiEfl=(%(count)-minx)
F口intx
820}READ Y(GOUnt):ydiEFl=(y(count)-miny
fPOirey
825 PLOT KdiSFl,y』isF2
830 MOUER -Erossx,crossy
```



```
850 MOUER - 2*ETOss%,0
G60 DRAWR 2*CrOSEx, 2*Grossy
870 MOVER -cTOSS%,-crassy
8GR NEXT
990 RETURN
100G DATA 5,0,24,20G,100,10日0,200,1500, 3
00, 2500, 600,4040,1000
```

The movement to create one＇arm＇of the cross is given as two variables rather than in the data because the size of such a marker is likely to remain fixed from run to run of the program． You may care to make the cross smaller or larger to your own taste：you need only change two lines．

The program will be more useful if there is an option to join the points．This can be indicated by setting a variable＇flag＇to one of two values to show whether the points are to be plotted separately or joined：

```
10 MODE 1
20 GOEUE 500
30 G0SUE 8,0
40 ENO
49% REM draw G<eड
500 yFGints=399
E10 Kpoints=630
sq0 Move 0.yeaints
50 ORAL C.0.1
540 ORAW YFOintE,D
```

```
55%minw=2g8
50%mGx<=4000
576 -1&f*=ma<x-min%
5日0 miry=100
50g maKy=10g%
&DO diffy=mG-y-mimy
```



```
&Q FOirty=diFFy,ypoirts
6% RETUDM
797 REM 「EGE PDints from dote anu Flott
heir pasitian
BCQ FERD nDOFFDints
```



```
BOE READ FEMEOLDUK,PGFEREDNDUF
BQ7 INK D, FGFETGGIGUT
GGE INK 1,FEMCDIDUN
BOG PAPER O:PEN I
G1gに「口SEK=10
B1L ETGEsy=10
B12 F1AG=1
B14 FOF GOUME=1 TO MOOFFDIMtS
```



```
FODntc
B1t r(suunt)=0disF!
```



```
&GOr:&
```



```
Gこ与 FLOT <むiEFl,yむiEF口
BZ@ MOUER - ROEEY,GRDEE
```





```
370 MOUEF - MOESx, -6セロミडy
B7% FEM if Flag Eet carmect Fojrit to fre
```



```
B75 IF F2O日=1 GND COUNTV1 THEN OFAN &EO
Mnt-1:%(\sigmaoumt-1%
8G@ NEYT
790 RETIJPN
100 OHTH 5, 0, 24,206,100,1000,200,1500,3
00, 2500, 600,40日0, 100%
```

The major deficiency in the program is the lack of labelling．As the graph is＇tied＇to the bottom left corner of the screen there is no room for labelling，and it seems as if the program will
require drastic modification．In fact the use of variables and the Amstrad＇s ability to alter the graphics origin make it remarkably easy to move the axes：

```
10 MODE I
ZD GOEUE 500
30 GOEUE 800
40 ENO
49% FEM dTGW GKEड
500 OM=10日:0y=50
5GE ORIGIN DK,OY
510 ypOints=399-0y
515 MFD2nt5=639-0%
520 MOUE D,YpGirts
50 DFAM G.0.1
s40 DFAW xPOints,6
550 minx=200
50% max人=4000
570 diffx=max<-min%
500 miny=160
5% maxy=1000
600 diffy=mary-miny
ELQ FQirtx=diffM/XFOirts
Az| FOinty=diffy/yPQints
690 RETURH
7%O REM read points from data and fiot t
heir fasitiat
G@@ READ noOFFOints
80S OIM %(nooffoints), y(noofpoints)
8GS READ PEMCOlour, PGPEREDlour
807 INK 0,FOfercolour
BgE INK 1,FENCQIOuR
BO7 FAPER O:PEN I
310 CrDSミ&=10
Q11 crosey=10
812 F1ag=1
B14 FOF count=1 T0 nooffoints
```



```
FOIntx
816 %(county=xdispl
820 READ y(court) : ydisfl=(y(count)-miny)
/POinty
B21 y(count)=ydiEF1
Q2S PLOT \UiEFl,Y:IEFI
G30 MOUER - -rossx,crossy
```



```
S50 MOUER -2*ETDSEん, g
```




```
B74 PEM if FlGg Set corimet Point fo Fre
\varthetaiロuミ ロME
```



```
HrE-1%,y<EOurt-1%
BBG NEXT
79% FETUFN
```




Lines 510 and 515 must be modified because we are no longer using the entire screen for the graph．The remainder of the program can remain exactly as it is：all lines drawn and points plotted will be relative to the new origin，as you can see if you run the program．Give ox and oy new values and you can see that the shape of the graph remains the same no matter where you put the origin，although its size will obviously vary．

We now have room to mark intervals on the axes and label them．This is not something which can be completely automated．Labelling the y axis should pose no problem－ hopefully we have chosen an origin which leaves sufficient room for the labels！

Clearly，if we have room on the x axis for 10 marks we could instead choose to use a smaller number，such as 5 ．The maximum number of intervals marked is limited by two factors：the resolution of the mode，and the width of the characters to be printed beneath each mark．The computer can calculate whether a suggested interval will result in printed characters overlapping，but it cannot really select a reasonable interval less than this for itself．Humans have a taste for graph intervals of $0.5,10,20,25,100$ ，etc．，depending on the circumstances．We shall leave selection of this interval as a human function：the Amstrad will reject unreasonable values．

The labelling can be broken into two parts：marking the intervals with＇ticks＇，and printing and characters．The first action cannot proceed if the subsequent printing will overlap． We must inform the computer of the maximum length of the strings which will be printed so that it can calculate whether the strings can be successfully fitted in beneath the x axis：

```
503 REM hide groph urtil latelling comfl
ets
504 INK D,24:INK 1,24
G2P REM number of tigks to be marked o
n }x\mathrm{ and }y\mathrm{ axes
62g REM note tris includes a tick at t
He origin
630 <range=5
640 yTGTgE=10
64f REM Graphics distance Eetween Eact;
Em%'
ssg xwidtr=INT(xpgintsf<ronge)
GEU yमEight=INT (YFOints%yrange)
tse REM ma<imum chargeter length of numt
ers to be printed on x axi\equiv
66% REM you may hove to change thi\equiv for
your own data
670 max<string=4
673 REM Eize of character in termj of gr
afhics points for mode l
674 REM change charwidtt to 32 if frogra
mis ruri in mode 0, S if mode Z
675 chorwidthi=16
676 charheight=16
679 REM calculate max Etring length in t
erms of grafrigs pqints
680 graftisetring=charmigthwmaxxstring
&88 REM do not latel axes if numbers are
    to0 Hiag to fit
6B% REM 口r if distance berweer tacks: n
arrower than 1 character
690 IF xwigth<grafhxstring OR xwidth<cha
HutGH THEN EETURN
691 FEM ditto FOT y G人iE
692 maxystring=4
694 grafhystring=charwidth*maxystring
6%6 IF ox<graphystrimg OR yheight<charhe
sgrt THEN RETURM
69% FEM length of ticks when drawn on
GxES
700 xtick=6
702 ytick=e
703 REM Each 'tick' is lotelleg <ualue h
igher thar the frevicus one
```

```
704 *value=dzff*/*Nange
70E TAG
707 FEM do it xrange times to give the r
equired number of '&ickE'
70S FOR count=E T0 xrange
710 MOUE Q,0
71 FEM move along x axis to start of 't
ick.
7.2 MOUER xwiath*count,0
7& REM Gram Eict
714 DRAWF ब, -<とick
72E NEXT
7% REM ditto For y axiE
730 yvalue=diffy/yrange
72 FOF adunt=0 TO yrange
744 MOUE 0.0
F3G MOUER G,yHEightmgount
73\Omega ORANO -ytiにK,Q
7S4 NEXT
7OQ RETURN
```

As with the printing of the crosses at points on the graph，you may prefer your＇ticks＇to be more or less obtrusive．Their size can be changed by amending the appropriate lines．
Rather than carry out a recalculation of the tick positions when printing the $x$ and $y$ values，we can slot the printing routine in at the appropriate point when the ticks are drawn：

```
708 FOR G0山Mt=0 T0 <range
710 MOVE 0,0
711 REM move along < G<is to Etart of:
1Ek
712 MOUER <widtr*court,0
7IZ REM draw sict
714 DRAUR O,-*Eick
715 REM get to Gurrect position to frint
number relotive to tick
710 MOVER -charwidtr/2,-xtick
718 numbert=5TR利irix+count*xvalue:
719 REM truncote value if it's too long
to fit
70 number*=MID*(number事, 2,max<string)
722 length=LEN(rumber生)
72 REM Etrif Off decimal foint if it en
```
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```
ds in ane
724 IF MID&(numbera, length)="." THEN num
bert=MIO&(numberaz,1,length-1
720 PRINT number*;
T2E NEXT
7eg REM ditto FOT y a<iE
70 yvalue=diffy%yrange
7E Fof count=0 T0 yrange
734 MOUE Q,6
736 MOVEF 0,yheightwcount
73E ORGWR -Y&ick,0
740 MONEF -graftiystring, chorheight/e
742 numesra=5TRt(miny+count*yvalue)
```



```
746 1ength=LEN(nambera)
748 IF MID* (number$, lengtr)="." THEN num
```



```
7% FEM fad Erort numbere out so they ad
1 beuch G Eick
70 IF LEN(mambera) <maxyEsring THEN nume
Ert=5TRING&(mG&yString-LEN(numbert)," ")
+numesera
752 FRINT Rumsera;
754 NEXT
7% RETURN
```

We would also want to label the axes and give the overall graph a title. Again we must assume that the origin has been sensibly chosen so that there is room for the characters!

```
755 REM labels For G*es
75% <labelq="Mice fofulation"
758 ylGtel$="Crieese eaten in gm"
75% REM find label length in terme of gr
OPti= PGints
70Q <latlengtri=LEN(*latelま)*charwigtt
761 REM Find sface to leave before frint
ing latel, to ensure it is centrea
762 xlabstart=(xpoints-xiablength),z
7SJ PEM move down 2 craracters from x ax
is to print latei
764 MOUE <1Gb\equivtart,-2*charhezght
7ez FRINT <lGbela*;
7% REM dita for y a<iE lgtez
7ag ylatlength=LEN(ylatelq)*ctarNeight
```



```
77I FEM egch EHaracter must be printed E
Eporately aE tris iE a yorticol latel
```



```
77弓 REM Extract character from labed
```



```
77S REM move lert a Graractere Fram y GX
is numters to print craracter
77e MOUE - charwigth* (maxyEtring+a), ylats
*art-ctarheight*(caunt-1)
778 PRINT EMCr西;
7EU NEXT
FGB RETURN
```

The program is not complete，because it will only work on previously ordered data．This is adequate for many purposes， e．g．measurement of rainfall over a period of time or fluctua－ tions in the state of your bank account over the months （though you might need a negative axis here！）．If the data values are to be sorted into ascending order it will no longer be adequate just to read the values，scale them and plot them immediately．Each value will have to be stored so that the computer can compare all the values，and，if necessary， re－order them．All the data is read into an array and then sorted：

```
314 FOR count=1 TO mooffoints
```



```
FPOInt%
816 *(cgurt)=<disFl
g20 READ y(count):ydi\equivFl=(y(count)-miny)
/FOinEy
Q21 y(count)=y日isfl
825 NEKT
82马 REM fake each < array value in turn
30 FOR count=2 TO noofpoints
840 FOR value=c口umt TO 2 STEP -1
850 if x(value)<<(value-1) THEN Goslje 15
O0 ELSE vGluE=2
EGQ NENT
870 NEXT
14%G REM SWGF x,y array values Groumd EO
    chat lobest < coondingte comes firet
```




```
@-1%
1520 ((vG1uE-1)=tEmF%:Y(value-1)=temfy
ISZD RETURN
```

A few other lines must be modified as the coordinates are no longer read directly from data and plotted.
The sort used here is known as an INSERTION SORT. The first two $x$ coordinates are ordered and the third coordinate then inserted into its correct position with regard to the first two. The process is then repeated with the insertion of the fourth coordinate and so on until the coordinates are all ordered from lowest to highest.

Sorting of numeric and string variables is a topic in its own right within computing. If you are sorting several hundred numbers you may find the above process too slow, and you may prefer to use another sort. For example the bubble sort is particularly useful when the data is already partially ordered. Ultimately, really rapid sorting of a large set of data can only be achieved using a machine code routine.

One advantage of sorting the data into x coordinate order is that it gives us an opportunity of letting the computer calculate for itself the values of $\min x$, and $\min y, \max x$ and $\max y$ :

```
3S0 FOR EOUnt=1 TO noofpoints
890 FLOT x(count), y(counts
GQE MOUER - Crossx,Grossy
910 DRAWR 2*CrOSEx,-2*CTOEsy
920 MOUER -2*Grosड×,0
9ZE ORAWR 2*CTOESX,2*ETOSSY
%4日 MOUER - COESX,-GMOESY
O50 REM if Flag set connect foint to fre
va|j 0nE
FGG IF FIGP=1 AND GOUN:\ THEN DRAW *EO
unt-1) : (ceunt-1)
O70 NEXT
90日 RETURU
7%% REM this time data is disgrdered
1000 [ATA 5,0,24,1000,200,4000,1000,200,
100,2500,600,1500,300
```

The program still has a few weaknesses, which you can attempt to rectify in the exercise following, but it is adequate for most purposes.

## Exercises

1) What changes need to be made if the program is to run successfully in modes 0 or 2? What values which vary with the mode could usefully be replaced by variables?
2) At present the $y$ axis is always drawn on the left of the graph, and the x axis at its base. Modify the program so that when the data includes some positive coordinates and some negative ones the x and/or y axes are drawn through $(0,0)$.
3) Modify the program so that successive sets of data within the same range can be displayed on the same graph in different colours. Don't repeat sections of the program to draw the other lines: identify the parts of the program you need to use and call them as subroutines.
4) Modify the program so that two graphs with different scales are displayed on the upper and lower halves of the screen. (You will need to amend the value of the variable $y$ points and change the origin twice.)
5) Extend the program so that the data for the graph can be read in or saved to a file.

## Bar charts

Drawing a bar chart is much easier now that we have a program to draw a graph, because we have solved most of the problems in the previous section. The process is simplified further because we are only dealing with the y coordinates: once we know the number of data elements it is easy to calculate the width of each bar. Additionally the data is already ordered, so there is no reason to sort it. The similarities to the previous program point up the advantages of extensive use of variables and subroutines:

```
10 MOOE i
OD GOSUE 500
Z0 GOSUE G08
40 END
4%7 REM draw a<Es
500 Ox=100:0y=50
50Z FEM Hige graph until lateiling comfi
E!ミ
```

```
5 0 4 ~ I N K ~ 0 , 2 4 : I N K ~ 1 , こ 4 ,
SDS ORIGTH G%,0.
E0 YpGints=399-0y
515 <f0ints=630-0%
520 MOUE 0:YFOints
530 DRAL 0,0:1
540 DRAH 人fRines:0
5日0 miny=100
5%0 ma<y=1000
E0G ARFFY=mGXy-miny
6Q fointy=diffyfyfgints
G2P REM number of tickE to bemarked o
n y axi三 only tri三 time
62? REM xrange gives number of bore
60 READ movftars:xrange=nooftors
64日 yrange=9
649 REM graphics distance tetween eact
tick
S50 <widtri=INT(KROints/*ROnge)
tt0 yheight=INT(ypaints/yrange)
G73 REM Eize 口f character in torms or gr
aphics Foints FOr mode d
674 FEM change charmidtr re ze if fregra
mis rur it mode 0, E if mode }
675 charwidth=16
67b chorheight=16
6%2 maxystring=4
694 graphystring=charwidthmmaxystring
&gt IF ox<graphystring or yheight<charhe
ight THEN RETURN
6%% REM lenger af tacks when arawn on
G`ES
700 <tiにk=6
702 y tick=S
70\Xi REM Each 'tick' iE labelled xualue t
igher thari the freviquS ane
706 TAG
707 REM do it xrange times to give the r
equired number af 'ticke'
730 yvaiue=diffy/yrange
73. FOR courit=0 TO yrange
74 MOUE @.0
73 MOUER G,yheightwcount
7ZQ DRAWR -YEICK,G
```

740 Moycp－grafrystring，Brartieight；


74 lengeh＝LEN（number半；
74 IF MIOt numberiz，dengtry＝＂．＂THEN numi

747 REM Pay ERort numtere out Ec they al



＋number事
759 FRINT numberti
754 NEXT
75.5 REM labels for axes

75心 xlatelt＝＂Mice POFUlation＂
758 ylabelq＝＂Gheese eaten in gm＂
759 REM find latel lengtr interms of gr
aphic points

7BL REM Find EFGCe to legve beforefrint
ing latol，to ensure is is centred
$762 \times 1$ кbstart（xFoints－xlablergth）（a
763 REM move down a characters From x ax is to pririt label


$7 \leq 7$ REM $\quad$（itto for y axis label
768 ylatlenget：LEN（ylabelt）＊Charheight

巴fのrately a三 this i三 a vertical latel
772 FOR GOUnt＝1 TO LENGYlabelq；
773 FEM Extract charagter from latel
774 chart＝MIDt íylabel生，count，1；
775 REM move left 2 characterefrom y ar is numberc to primt character
776 MOUE－charwisth＊（moxystring＋a）ylats Gart－ctarheightm（courty）
77B FRINT GFar末
780 NEXT
790 FETUFN
799 REM read POints From agta ana plot t heir Fositicn
B00 DIM y（nooftars）

```
80E READ PEncolour, fapercalgur
807 INK G, fapercolour
QQ8 INK 1,pencolcur
BUF PAFEF G:PEN 1
BI4 FOR court=1 TO noopgare
315 READ Y
B17 REM height of bar Ecgled Gccordzng t
O FOEition or origin
820 y(count)=(y-miny) Fointy
Qe5 NEKT
82g REM reduce bar widtr to leave Epace
eEtween bare
8ड0 barmidth=xwiJth-4
840 FOR count=1 T0 nooftcre
ESQ MOUE 0.0
BGO DRAWR D,y(count), I
B7g DRANR EOMWidth,g
SBQ DRGWR D,-Y(count)
896 0x=0x+xWiatt
399 REM Erift origin ready to draw next
bat
980 ORIGIN OK,OY
910 NEXT
790 RETURN
G9G REM height of tars only required as
datg this time - hidth is fixed
1000 DATA 10,0,24,350,190,750,440,990,12
4,846,545,666,22?
```

Subroutine $8 \emptyset \emptyset$ draws each bar as a series of relative moves with respect to the origin. By shifting the origin a fixed distance between the drawing of each bar we can use a loop to draw a succession of bars.

The final display is more impressive if the bars are shaded different colours. Unfortunately the Amstrad has no command to fill a graphics area with colour, so the bars must be shaded by drawing single lines as rapidly as possible. In the last chapter we identified some ways of speeding a program up, and we can usefully apply some of that knowledge here:

```
830 barwidth=xwigtn-4
335 colour=2
840 FOR count=1 T0 nooftors
844 REM solour alterngte bars differentl
y
```

```
345 IF colour=3 THEN colour=2 ELSE colou
r=3
B4B REM barg con be Filled more ropidily
toking resolution into gccount
849 REM EG uEE G STEF baEEd on the charg
cter width For the mode
ES0 FOR bar=0 TO EGH,idth STEF GHarwidth
&
8GQ MOUE B+EGF,G
G70 DRANR D:\QguTt, colgum
EEQ NEXT
800 0x=0x+xuidtt
89% REM EM&ft orzgin ready to draw next
0ar
GQG ORIGIN O*,0Y
OLD NEXT
796 RETURN
```

The lines are drawn vertically rather than horizontally because most bars will be higher than they are wide, and this means it takes fewer vertical lines to shade them in. Really rapid colour-fill is only possible with machine code routines.

An interesting variation on the bar chart is to draw 'solid' bars to give a three-dimensional appearance:

```
830 barmidtr=wwidth-4
ES! REM bGTEiJE i Gre x widtr of fre Ei
de of the bor
332 FEM bartof is the y height of the to
ck of the bar dtove the frart
333 FEM fut values of your own to get de
efer ar shallower bare
834 tarside=torwidtr/4: bartop=bareide
835 colour=2
340 FOR GOUnt=1 TO nogftarg
B44 REM solour aloernate bars differenti
y
845 IF colour=3 THEN colour=2 ELSE colou
r=3
84 bortopcount=0
G4G FEM thiE time we muEt Fill in the bo
r side GE well
34% REM EQ the wigth of G EGT i E EGruide
H+6GTEide
B50 FOR bar=0 TO EGrnidtr+barEidE ETEF O
```

```
harwidtr/8
8Sg REM draw end of line in another colo
ur - helps outline the Ear
8.g FLOT 0+bar,G,i
86% PEM Jrow line up te righest point on
    Ear at this x coordinote
B70 DRAWR 0,y (court) teartopcount, colour
871 REM draw other End of iing ir a diff
erent colout
872 FLOTR 0,0,1
B73 FEM next line must be drawn G little
    higher
874 REM Gnd EQ Qn until the height of bti
e bar back is regcted
G75 bartapGount=tartopcourt+charwidth/8:
IF bartopcountybartof THEN bartofcourt=e
artop
BQE NEXT
gS1 REM now draw gutimine of Egr in andet
er colour
8日2 y=y(county:MOUE 0.g
SBZ DRAWR Q,y,z
G34 DRAWR EGTwiatr:g
Q8.5 DRAWR D,-Y
GB6 MOUCR G.Y
887 DRAWF barsise, bartof
68S DRAWR 0,-y-bartop
890 0x=0x+xwidth
g99 REM EHift origin ready to drow next
bar
FGO ORIGIN DR,OY
910 NEXT
990 RETURN
```


## Exercises

1) Make changes to the program so that it runs correctly in mode 0 or 2.
2) Modify the program so that it draws a horizontal bar chart rather than a vertical one.
3) Extend the 3D bar chart so that a succession of bars may be drawn, each set 'in front of' the previous set.

## Pie charts

A pie chart has little in common with graphs or bar charts，and here we must develop a completely new program although again we will use subroutines．The resolution is important for the pie chart，as it involves the accurate drawing of a circle，but the use of colour gives a pie chart more impact，so we shall again compromise and use mode 1.

The program to produce our first pie chart simply draws a circle and divides it into sectors of the appropriate size，each with a coloured outline：

```
10 MODE 
20 GOE|E 10日0
30 GOS|E E000
40 GOEUE EMDO
50 END
%% FEM regd fram data circle Eentre Eog
rdiriates pluE radius
10巴0 FEAD &Entre*, centrev
1D10 READ rGUius
102O PEAD Tumberofvolues
1日z日 DIM value(numberofvalues), angle(rum
```



```
10% FEM Gd& vGlues together ED Gircie e
an be divided apFrapribtely
1040 totalofvalues=0
1050 FOF count=1 TO numbETOFYGluEE
BED READ vGLUE (OOHMt)
1070 totalofvalues=totglofvaluestvalue(s
aunt)
1QSO NEXT
#9%G FICTUFN
```



```
1990 FEM GGlculatE GMaiE FGT EaGti jectgr
200@ FOF GQunt=1 T0 numberofvalues
```



```
2ロ%ソดIひロミ
20G NEXT
2G3G FETUFN
```




```
#GO EtEFEi=E=P1%G口
SBEOEOH=1
```

```
3037 REM in mode 0 Ghange nogrogioure to
    1.5 (bockground excluded)
3040 nogfrglourE=3
3050 FOR GQunt=1 TO numberofvalues
305% FEM Galculate end angle for sector
3060 endangle=startangle+angle(count)
30% REM GhGMSe colour for egch Eector
3070 celgur=t+(cglgur+1)M00 nogfcoloure
3077 REM moke Eure Firet and loEt Eector
E gre difrerent colgure
30GQ IF gount=numterofvalueE AND numterg
Fvalues MoD nogrcoigurs= THEN colour=i+
GG10ur+1)MoD nogfcglourg
30%G MOUE EEntrex,GEntrey: DRAW EEntrex+r
adiuEw5IN(Etartangle), centrey+radiuj*cos
startangle%, coicur
307% FEM ATAm EECt0
3100 FOF Gngle=startangle TO Endangle ET
Ef stepsize
3110 DRAN centrex+radiuswsIN(angle): cent
rey+radius%COS(angle)
3120 NEXT
327 REM GPdGte start angle for next sec
tar
3130 startangle=endangie
3140 NEXT
ZSE FETURN
```

Subroutine $10 \emptyset \emptyset$ reads the values from DATA, and finds their sum. This is needed to find the angle of the sector representing that particular value in the pie chart, subroutine $2 \emptyset \emptyset \emptyset$. Each sector is outlined in a different colour, subroutine $30 \emptyset \emptyset$.
Running the program reveals that for a pie chart with a large radius the chart is drawn rather slowly. We can speed things up by making the centre of the circle the new origin: this makes the calculation more rapid:

```
3000 ORTGTN EEntres, centrey
```




```
30%9 REM dTGH EEctar
z10日 FOR GnglE=stgrtongle TO EndGMgle ET
EP E&EPEı2E
3110 ORAW radiuS#SIN(angle), radiuS*g0S(a
n91E%
```


## EI20 MEXT

The need to calculate the sine and cosine of angles slows things down，but this is one occasion when we really can＇t use integers instead！However，just to demonstrate that there is more than one way to crack an egg（or draw a pie chart），here is a much faster program．This only calculates a single sine and cosine，and then uses these values to determine the next point on the circumference：

```
20日@ radval=radius*4
2005 FOR count=1 TO numbergFvGluej
z010 angle(agant=radvasuvaluergaunty%t
Gadervalues
マ0こ马 NEXT
20SE RETURN
30GG ORIGIN GEntres, Gertre
z0日g REM l口OEE uSe Grly arsegerg wuth tr
```



```
3010 [EFINT =
3020 20184"=1
```



```
z*PI/rGUval
```



```
303G EEM in mage 0 change nogragigurj =0
    Ls background ExcludEd
3040 n00f6日l0urミ=?
3050 FOR count=1 T0 numbergrvalues
306% REM GHange colour for Each Eector
3070 E010ur=1+c010ur+1yM00 noofcolourE
3079 REM make sure first ang last sector
s are different coloure
30Be IF count=numterofvalues fND numbero
Fvalues MOD noofcolours=1 THEN colour=1+
(G010uT+1)M0D noofgolguts
3077 REM dron sectar
z100 FOR countl=1 TO angle(count)
3110 x=*1*thecos-y1*thesin
3112 y=N1*thesin+y1*thecos
3114 PLOT x,y,colout
3115 <1=x:Y1=y
3120 NEXT
3120 REM araw line to eentre for this se
ctor
3130 MOVE E,G:DRAW x,y
```

314 NEXT
315G RETURN
The pie chart is more impressive if each sector is coloured，and the first program is easily modified to do this．The simplest method is to draw lines successively from the centre to each point on the circumference：

```
I REM baEed OR FrOgam before 2GEt
```




```
Z1% REM this timE dran from centre to e
シームmrgrenze
```



```
&S*COEGngle%
```

This runs even more slowly，but unfortunately unless extreme－ ly small steps are taken some pixels within a sector are not touched by the lines，and remain in the background colour． One way of speeding things up is to colour－fill only alternate sectors，leaving some sectors in the background colour．This approach can result in further time improvement if the values are read into an array and then sorted into ascending order．By judicious rearrangement of the order in which the sectors are plotted，we can ensure that only the smaller sectors within the circle are colour－filled．However，this rather defeats the object of using mode 1 ，and the labelling of the sectors is vital， otherwise the pie－chart can be very confusing！

It is possible to speed the program up still further by calculating the coordinates of the circumference and storing them in an array，and using the array values when the pie－chart is drawn．This is not an approach to take if you are short of memory，because the arrays required are very large． This is easier to do with the alternative pie－chart program：

```
10 MODE I
30 GOUP 1000
3G GOSUE =0⿴囗大
40 GOS|E 3000
50 END
79 REM Gan uSE integerg in many figces
here - EPEEdE it UF
100% DEFINT G.G:M, R
IDOS REAO GETEREA,GETETEY
```

```
1010 FEAO FGdiUE
1020 REGD numberofvalues
1036 DIM value(numberorvalues), angle(num
berofvalues;
1037 FEM add values together jo circle e
an be divided approfrigeely
1040 tota20fvalues=0
1050 FOR count=1 TO numterofvaluES
10S0 READ vaiuE(agunt?
1070 totalofvalues=tatalafvaluestvalue(e
ount?
108Q NEXT
1050 RETURN
100 OATA 200,200,120,4,1,2,5,4
1798 REM radval effects Epeed of drgming
    and Extent of Erading
1990 REM try radiuswz for a Faster drami
```



```
2000 rasval=radius*10
2001 totangle=0
2005 FOR count=1 T0 numberafvalues
2010 angle(count)=rasval*value(count);to
tal口fvalues
2015 totangle=tatangle+angle(count>
2020 NEXT
2030 RETURN
30日0 ORIGIN GEntrex,centrey
3010 DEFINT C
3020
3030 colour=1
3033 REM only need to calculate one sin
and cos this method
3034 REM makes it faster
3035 thesin=5IN(2#FI/radval):thecos=cos(
2*FI/「和口l)
3036 <1=radius:y1=0
3037 REM colaculate coordinates of circu
mference foints
3038 G05uE 4000
3039 REM in mode 0 chomge noafcolours bo
    15 (tackground EMcuvded
3040 noQfcglours=3
3050 FOR count=1 TO numberofvalues
306? REM chonge colour for egch sector
```
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```
3070 colour=1+(colour+1)M00 nogfcolours
3079 REM make sure first and last sector
s are differerit caloure
3030 IF count=rumberofvalues AND numbero
Fvalues MOD noarcolours=1 THEN colour=1+
(colour+1)M00 noofsoloure
309% REM draw sector
3100 FOR count1=countangle T0 countangle
+angle(count:
3114 MOVE 0,0:DRAW K(count1),y(count1),c
olour
3120 NEXT
3124 REM UPdQte Etart positign for next
secter
3125 avuntangle=countangle+angle(count)
3140 NEXT
3150}\mathrm{ RETURN
3997 REM normally this calculation would
    be carried out
3978 REM at some convenient foint in a l
onger program
3999 REM when the delay due to calculati
on would not be obvious
4000 DIM x(totangle),y(totangle)
4010 FOR count=1 T0 totarigle
4020 x=x1*thecos-y1*thesin
4030 y=x1*thesin+y1*thecom
4040 x(count)=x
4050 y(count)=y
4060 x1=x:Y1=y
4070 NEXT
4OBE RETURN
```

The above programs demonstrate the difficulty of ensuring that an area is completely filled with a colour. This only becomes certain if we use a colour-fill method which plots individual points, as we shall see in the next chapter.

## Exercises

1) Extend the pie-chart program so that each sector is suitably labelled.
2) Modify the program so that several pie-charts with the
same radius are drawn on-screen. (This is definitely an occasion to use arrays as it avoids the need to recalculate the circumference points for each circle.)
3) Write a program that superimposes successively smaller pie-charts on top of each other, with the sectors being colour-filled.

## Patterns and pictures

In Chapter 1 we saw how easy it is to produce patterns just by using a combination of MOVE and DRAW commands：

```
10 MODE 1
20 <=32目:y=200
23 REM 'marimum' Gives length of Ehofe's
'arms'
2G REM Ery changirig it and StefEize
30 maximum=200
40 StEFSiZE=5
50 FOR count=0 T0 maximum STEP stepsize
tQ MOVE x-count,y
70 DFGAN x,y+(maximum-count)
80 DRAW }x+\mathrm{ count, 
9(4)DRAW x,y-(maximum-count)
100 ORFW x-Ecunt,y
110 NEXT
```

＇Curve－stitching＇is a common activity in maths lessons in schools：many striking effects can be produced by simply connecting a series of points with straight lines．This program uses this principle by first drawing a polygon with a given number of sides and then joining each vertex to every other one：

```
10 MODE 1
20 radius=1.50
30 x=320:y=20@
40 INPUT"HOw many \equiviges haj the figure got";
ミideミ
50 QLS
00 ミtefミiこE=こ%FI/SiコEミ
70 0IM < SidEE),y<SidES:
80 comint=0
OQ ORIGIN }%,
```

```
100 MOVE 0, radius
110 FOR angle=0 T0 2*PI STEP stefsize
120 DRAW radius*SIN(angle), radius*Cos(angle)
130 <(count)=radius*SIN(angle):y(count)=
radius*C0s(angle)
140 count=count+1
150 NEXT
155 ORAN O.radiuE
160 FOR GOunt1=1 T0 ミigEs-1
170 FOR counte=counti+1 TO sides
100 MOUE <(county), (count1)
190 DRAW x(countz), y(countz)
200 NEKT
21日 NEXT
```

This is even more impressive if we add colour:

```
155 colour=1:0RAW 0:radius,golgur
1sQ FOR counti=1 TO sides-1
170 FOR counta=countl+1 TO sides
173 REM experiment with the colours in line 175
174 REM change the MOD to get different effects
175 colour=1+(colour+1) MOD 3
```



Figure 4.1 An example of curve-stitching.

```
130 MOUE x(count1),y(count1)
190 DRAW r(count?), y (count?), colour
2010 NEXT
210 NEXT
```

In this chapter we shall see how much more elaborate patterns can be produced．Many of these are based round the use of the sine and cosine functions．Don＇t be put off by the maths－the programs are complete as they stand although there is plenty of opportunity for you to investigate their effects by substitut－ ing your own values for crucial variables．

## Moire patterns

The use of the ORIGIN command and relative MOVEs makes it easy to draw symmetrical patterns on the Amstrad．This program uses the centre of the graphics area as the origin．The pattern is created by connecting points along the new $x$ axis to points at the top and bottom of the screen．Each $\times$ coordinate is multiplied by a factor so that the lines converge or diverge：

```
10 MODE 1
17 REM &SE iMEEgERE FOT EFPE&
ZDEFFINT C,F, \therefore,Y
3@ <口rigin=320:y口rigin=200
```



```
ffミr!ent FGtterr
4B FGधtari=3:5Gctgra=1
50 factord=factori-fogtorg
GG ORIGIN <urigin,yorigin
&fRM lOOF drat 4 Eymmetrical lines in
vGriodS F口EitigRE
7O FO EOUHt=0 TO aOQ
```




```
10& MOUER - count*FGCtora*?, O
110 DRGWR - EOuntwfactord, - EG
1GQ DRAWR count*FGEtord,-?日G
IE MOUER &口unt*F\OmegaCtロrこ*こ, व
140 DRGWR EGURA*FacEGRJ,?OQ
IEE NEXT
```

Notice the DEFINT in line 20，which helps speed the program up．It will not always be possible to define all the variables as integers，because many of the patterns in this
section are produced using sine and cosine functions，which give decimal values．

The factors in line 40 can be anything you want，although avoid any greater than about 15，as this leaves the lines too far apart to produce a discernible pattern．The striking Moire patterns which appear on the screen are the result of the Amstrad leaving some pixels in the background colour，and of lines overlapping in places．Experiment with different factors， and try running the program in the other modes．You can produce a nicely woven carpet by adding these lines：

```
35 GOlour1=1:colaur?=1
70 FOF GOURt=0 T0 200
SO MOVE O,D:MOUER cGunt*Factari, B
```



```
IDQ MOUER - GURt*FGEtGRQ*Q, O
```




```
130 MOUEF GDUMt*fagt口r马*E.g
14 DRAWR GOURt*FGGERA, 目O, coloura
```



```
+(colourg+1)MOD 4
$60 NEXT
```

Line 150 ensures that the lines will be drawn using a cycle of the foreground colours available in mode 1．The MOD com－ mand gives the remainder after division： 5 MOD 4 is 1，for example．We add one to the resulting value to avoid getting the background colour： 4 MOD 4 would otherwise produce $\emptyset$ ，and we would end up with a pattern containing lines that couldn＇t be seen against the background．In this case，lines 35 and 150 combine to give a warm orange carpet．The PEN colour used in the DRAWR commands is always either 1 （yellow）or 3 （red）．The closeness of the lines（which depends on the factors in line 40 ）determines whether the carpet appears orange or covered in yellow／red stripes．

By adjusting the values of the variables colour 1 and colour 2 and by changing the modulus division in line 150 to 2 or 3 a variety of effects can be achieved：patterns with diagonally opposite quarters in differing colours，or consisting of com－ binations of certain colours only．Running the program in other modes will give surprising results unless you adjust the range of colours that are used，as indicated in line 85 ．

## Lissajous figures

Lissajous figures are created using the same approach we have previously used to draw a circle. Then we kept the radius constant and took the sine and cosine of the same angle to give a point on the circumference. By varying the angle used we can draw numerous patterns:

```
10 MODE I
20 worigin=320:y0rigin=200
30 ORIGTN *ONigin,yorigan
40 MOVER 100.0
50 FOF ongle=0 T0 32 STEF FI/30
60 CPAW 100%COE(angle),100*SIN(angle*0.E
7 0 ~ N E X T
```

An alternative is to calculate the points on two curves and connect them with straight lines:

10 MODE $i$
20 xorigin=320:yorigin=200
30 ORIGIN xOrisin,yorigin
40 MOVER 100 . 2
50 FOR angle=0 T0 6. 4 STEF FI/ 3
55 MOUE 20Q*SIN(arigie), 100*COS(angle;

79 NEXT
Here is another example:

```
10 MODE 1
20 xarisin=320:y0rigin= 200
30 ORIGIN xOTigin,yorigin
50 FOF GNgle=0 TO 6.4 STEP FI/SE
5 MOvE 300%5IN(angle),50%COS(angle)
S0 DRAN 10*COE(angle/5), 200*SIN(angle*2)
70 NEXT
```

Let's add colour:

```
10 MODE I
20 N0世isin=320:y口Tisin=200
30 ORIGIN xarigin,yorigin
40 colour=1
50 FOR angle=0 TO 20 STEF FI,30
sj IF anglevib THEN calour=3
s5 MOUE 200%SIN(Gngle), zOQ*Q0E(angle)
```

```
6B DRAW 100%COS (angle*3), 20G*SIN(angle%
).colour
70 NEXT
```

As with the earlier programs, try using another mode. The sine and cosine functions which produce the patterns are largely the result of experiment and the results initially may seem rather unpredictable. However you will soon become aware of the effect of changing the variables, and you may care to investigate what happens if more complex functions are used, perhaps involving the squaring of the sine/cosine or their multiplication/division by other factors.

## Spirals

We can create a spiral by taking our circle-drawing program and modifying it so that the radius constantly changes:

```
10 MODE 1
20 GOS.JE 1000
100 END
1000 xorigin=315:yorigin=190
1010 ORIGIN xorigin,yorigir
1020 COLOUT=1
L02G REM Efiral's radius will increose t
Y thic value each time g point is plotte
|
1030 increasergaius=0.s
1040 stefsize=FI/30
1048 REM endangle tetermines how many ci
rouits of spiral are drown
1049 FEM more thor 40 terids to go off-sc
reen
1050 Endangle=40
105% REM 三firal beginj with radius of 1
1050 ミtartradzus=1
1070 G0SUB 20000
1700 RETURN
200G MOUE O,G
2010 FOR angle=0 TO endangle STEP stepsi
2.e
2014 REM araw lines using alternate PENs
2020 DRAW startradius*SIN?angle:, startra
dius*C0S(angle), Eolour
```
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2030 startradius＝startradiustincreaserad
iUS
2040 NEXT
2050 RETUFN
With the addition of a few lines we can draw several spirals inside each other：

```
107% REM next EFirgi grgwn within frevig
uS gne, begins uitt radiuj of ib
1080 startradius=10
1090 GOSUE 2000
10%G REM last EFiral drawn within previg
us one, begins with radius of 20
1100 startrasius=20
1110 G05!日 2000
```

The spiral can be animated so that it appears to rotate simply by plotting the points in different colours and then using the INK command to flash between the background and fore－ ground colours：

```
10 MODE I
20 GOSue 1000
2g REM set INKS EG points flash between
gne colour and another
2f REM alternate flashing for fointe ir
INKS I and e
30 INK 1,1,20
40 INK 2, 20,I
56 reSFOMSEま=""
```



```
70 resFonseま=INKEYま
8D WENO
90 INK 1,24:INK 2,20
100 ENO
1053 REM make both INKS used appear the
some colour
1054 REM Set INK i to give Egme colcht a
E INK -
OE5 TNK i.20
2014 REM araw lines using alternate fENs
2015 IF colour=1 THEN colour=e ELSE colo
ur=1
```

This is a useful technique which we will meet again later．

## Repetitive patterns

Many＇wallpaper＇designs can be produced simply by replicat－ ing a figure．

```
10 MODE 1
ze GOEUE im00
40 ENE
998 FEM data for drawing an actagon
997 REM Ery samE gther shapes
```



```
H0! REM <Etart, EtGrtare cemt-E of fir
Bt folygon framb
1010 ravius=40
1020 sides=e
```



```
1040 0-10.4=?
1050 GOEUE 3000
OEO FETUFN
```



```
En F0Lygon
g%9% REM ESOPS when coordinate of centre
    0%-ECTEEn
300G centrev=人Etart:centrey=yEtart
3010 hHILE centre<<63G OF centrey<37%
```



```
30Z0 MOVE D, radiaj
3040 F0R 0ngle=0 T0 2*PT ETEF Stepsize
3050 0RAW radiuS*SIN(angie),radiuSmCOS(a
791E), colodr
TEGO NEXT
3007 只EM EHift in % direction
3070 centrex=centrex+radius%2
307% REM if it'E off-screen, move uf and
    Etart again
3030 IF centrex>b3G AND centrey<399 THEN
    centrex=xstart:centrey=centrey+radius*こ
3090 NEND
31OD RETURN
```

More elaborate results occur if a second set of figures are superimposed on the first－these may be completely different figures or larger or smaller versions of the first：
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```
30 605uE 2000
1999 REM date for draming a texagon
2000 xstart=40:ystart=40
2010 एवडius=40
2020 三1: Es=6
ZG马 EtEFSiaE=2*PI/Eides
2040 celour=2
2050 G05u8 3000
QQSE FETURA
```

The rows can also be staggered by beginning each row in one of two alternative positions：

```
3077 REM if it's Off-screen, move uF Gnd
    start Ggair
3080 IF centrex>63G AND centrey<30% THEN
    GOSUE 4DED
30%G NEND
3TGO RETUEN
39%9 REM Etagger Etart of Eact Tow of po
1Yg0n=
40日G IF xstart=0 THEN xstart=radius ELSE
    xstart=0
401E centrex=xstart:centrey=centreytradi
US*2
4020 FETUPN
```


## Rotating shapes

It is a relatively simple task to modify the circle－drawing program so that it can draw any polygon．This can be incorporated as a subroutine into a program that will enlarge and rotate a given basic shape，creating a spiral pattern：

```
1B MODES
GGE|E LDQD
J# GOEUE BEE
40 END
7%% FEM TEGE dGta FOR FOIY日QR
IDOB FEAO EidEE
1]gFEHO Tazi山S
10`G FEGD EEntrex,centrey
#G3G READ rajiujchange,amglectange
1040 EOIOUT=?
```



```
1060 startangle=0:rinishangle=?*PT
107E FETUFN
1500 OFIGIN Gentre%,centrey
1GG REM NEEF drawing FOlygOn until itE
    *口ローシ
ISGG REM for all EOmple FOlygons in data
    *-iE iE whET radidjeg回
15% HHTLE -G』iUE&Q%
```








```
IE5G HEXT
```




```
5EG FEM inEFEQEE MGU\UE
570 radiuS=radius+radiuscharge
```



```
    at an angle to triE arie
```




```
1EOU HENE
1S1O RETURN
```



```
2010 OATA 5, 2目,300,200, 3, 10
```







Run the program as it stands．The DATA lines from $2 \emptyset \emptyset \emptyset$ onwards give data for a variety of figures．Delete the first DATA line and run the program again to see the effect of varying the number of sides in the figure and the rate at which it is enlarged and rotated．Repeatedly delete the new first DATA line and re－run the program to see the remainder of the examples．

Some very impressive effects can be achieved by judicious use of colour：


Figure 4.2 The type of pattern that can be produced by rotating a basic shape.

```
10 MOE -
20 GO5uE 100%
```



```
ints in THNS 2 AND z
30 GOSUE 500
40 EM& 2, , -2
50 IMS 3:20:1
g% RE| Hait Far HEy dEfresinor
G0 resFonseq=":
70 HHTLE RESPQREE&=**
```



```
FO पENE
7% R# restere ta normal
100 INK 2.20
140 TNK E.G
120 END
504 REM 三Et INK z Eame as INK Z
```

```
\(1505 \mathrm{TH} \quad \mathrm{Z} \boldsymbol{\mathrm { O }}\)
```



```
Eing INK a or INK
1595 IF GOIOUT= THEN OOLDUT=3 ELSE EOLO
ur=e
```

Pressing any key once the figure has been drawn gives a really mind-boggling effect as the colours switch between foreground and background!

## Exercises

1) Create a modified version of the polygon vertex-joining program by drawing two polygons and joining their vertices.
2) Investigate the effect of the following on the Moire pattern program: changing the STEP of the FOR. . .NEXT loop; superimposing a second pattern using different factors and colours; shifting the origin to create a patchwork of patterns next to each other.
3) Modify the rotating polygon program so that the number of sides of the polygon varies during the course of the program. Alternate between, for example, a triangle and a pentagon; or cycle through the polygons, adding a new side with each rotation of the figure until a limit of say 20 sides is reached when the cycle begins again.

## Sketching on the screen

An alternative to letting the computer create the pattern is to devise a program that allows the user to draw and manipulate shapes on the screen, and this is the topic we shall examine in the remainder of the chapter. To make the software relevant to the widest possible audience, all line-drawing etc. is carried out from the keyboard, but the programs that follow are readily modified if you wish to use joysticks.

Throughout this section we shall use mode 0 as it offers the greatest range of colours. Our first module contains the most essential feature of any line-drawing program: it enables us to plot points on the screen and draw lines in different directions:

```
10 MODE O
20 x=32目 y=200
30 colvur=1
4G MOVE }x,
5G PLOT x,y,colodN
60 GOSUP 100G
7% END
O%7 REM Ecan keyboard - EnJ if 'E press
ed
1000 wHILE resFonsem<`"e"
1010 reミFOnSE#=INKEY$
101G REM draw line commonds: uF/down=o/己
    leftright=,%
1日20 IF responseq="@" THEN y=y+2
1030 IF responseq="こ" THEN y=y-?
1040 IF responseq="," THEN x=x-4
1050 IF resf0nseq="." THEN x=x+4
1050 PLOT x,y,colour
1070 WENO
1GEQ 员ETURN
```

A point is initially plotted at the coordinates specified in line 40 ．The INKEY $\$$ in line 60 checks the keyboard to see if any key is currently being pressed．（Movement is indicated by depression of $\mathbf{a} / \mathbf{z}$ for up／down，and $/ /$ for left／right．）The coordinates of the point are updated accordingly，and the position of the new point is plotted．

Note that the structure of this brief program makes it very easy to add extra commands．Movement of the point is presently confined to up／down／left／right，but by adding lines within the loop from $5 \emptyset$ to $11 \emptyset$ we could make diagonal movement possible．

As it stands，the program only allows continuous lines，and it is impossible to move to a new position without drawing a line．We can add options so that the point can be plotted in either the foreground or background colour by pressing＇ $\mathbf{f}$＇or ＇b＇respectively：

```
1051 IF response&="F* THEN colour=1
1052 IF response%="t" THEN colour=0
```

Unfortunately once we select the background colour，the point is no longer visible，which makes it difficult to move to a new
position with any confidence! We can get round this by plotting the point twice:

```
35 foregroundcolour=1
1005 FLOT 
1060 FLQT x,y,foreground=oIour
```

If the background colour is selected, the point at the present $x, y$ position will be plotted invisibly at line 55 , and then again in the foreground colour at line $10 \emptyset$. As a result, the point flashes on and off, and acts as a cursor identifying its present position.

We can allow a change of foreground colour either by selecting a colour by the depression of a particular key, or by cycling through the colours as we did in an earlier program:

```
10.3 IF responseq=" -" THEN colour=1+(col
\squareUr+1) MOD Z
```

This gives a choice of just three of the foreground colours, all of which produce easily visible lines.

It is sometimes difficult to see the colour of the point, and the accurate plotting of rectangles and the like is not straightforward using only the naked eye to gauge distances. We could simply print this information on the screen, but we shall take this opportunity to introduce the WINDOW command, which confines all text to a specified area:

```
15 HINOOW 1,40,24,25
16 FRINT "EOIOUR: "
IT PRINT "&: y: ";
```

The four numbers following the WINDOW command specify first the $x$ text coordinates making up the left and right boundaries of the window, and then the $y$ text coordinates comprising the top and bottom of the window. In this case all further text will be printed to two lines at the bottom of the screen:

```
LQS: if resfonseq=";" THEN colour=foregr
Dundcolour
1052 IF responseq="&" THEN foregroundeal
our=colour:colour=0
105? IF resfonsem="c" THEN colour=1+600
our+1: Mos z
```

```
10se PLOT x,y,foregroundcolour
LGES GOSUE 20GO
1072 WEND
IDEQ FETURM
gg#g IF Eldcgicur &colgut THEN LOCATE F:
1:PRINT EOLOUR
2G10 IF OL&&<% THEN LOCATE 4, 2:PRINT X;
20马0 IF GIdY&Y THEN &OCATE i马,Z:FFINT Y
;
2030 01E0010ur=0010ur
2040 Oidx=<:0idy=
ZESD RETURG
```

Lines can now be accurately positioned on-screen, because the program supplies a continual update of the present PEN colour of the point and its $x$ and $y$ coordinates. Note that the Amstrad still considers the text window to be part of the graphics screen. You will find that you can plot points over the text!

There are still a number of flaws in the program. Lines can only be erased by drawing them again in the background colour. This gives rise to another problem when the point, set to the background colour, crosses a line that has already been drawn - part of the line is erased. This might seem an intractable problem, but is surprisingly easy to solve, although we shall have to call on our knowledge of binary to do it.

## Exercises

1) The drawing program does not contain any checks to see if the point plotted is off the screen. Modify the program so that it is impossible to move off the screen or draw in the text window.
2) Extend the range of colours that can be used to 16 . Use the INK command so that the colours that can be displayed are not just the default colours for mode 0 , but are initially chosen from the full 27 colours available.
3) Add some extra commands so that diagonal lines can be drawn.

## Using EXOR

In an earlier chapter I commented on the value of an
understanding of binary／hex，and we shall see now and later in the book why this is especially relevant where many graphics operations are concerned．

It is important to remember that the screen display itself is actually a representation of part of the computer memory．All the characters printed，and each graphics line drawn is produced as a result of particular binary values being stored in the memory locations which the Amstrad examines to con－ struct the screen display．

Any line drawn on the screen causes the bytes（the 8 －bit binary values）at the relevant memory locations to be changed． The value at a location determines whether a pixel should be lit or unlit，and if lit，what colour it should be．In fact，the colours for each pixel are derived from an individual byte in a way which is not obvious，but which need not concern us here．For the purposes of the discussion which follows we shall use a simplified model of the byte／pixel relationship，and assume that the value of a single byte stored in memory indicates to the Amstrad the value of a single pixel to be displayed on the screen．

Suppose that we are dealing with only four colours，and the bytes representing the screen memory thus all have one of the four values shown in Figure 4．3．

| Binary code | Colour |
| :---: | :---: |
|  | Blue |
| 00000001 | White |
| Øø0】0】10 | Yellow |
| Ø00】0】11 | Red |

Figure 4．3 Possible binary representations the computer might use to indicate four different colours．

If the screen was completely blue，all bytes would be $\emptyset \varnothing \emptyset \emptyset \emptyset \emptyset \emptyset \emptyset$ ；if it was completely white，they would all be $\emptyset \emptyset \emptyset \emptyset \emptyset \emptyset \emptyset 1$ ，and so on．Drawing a white line on the screen has the effect of changing the bytes at the positions concerned so that they are all $\emptyset \emptyset \emptyset \emptyset \emptyset \emptyset \emptyset 1$ drawing a yellow line at the same position makes their value $\emptyset \emptyset \emptyset \emptyset \emptyset \emptyset 1 \emptyset$.

Earlier we noted that the lower ASCII codes give special commands to the Amstrad，such as＇Move the cursor back one space＇or＇Turn off the screen＇．One of these codes influences
the way in which the Amstrad treats graphics points．
The Amstrad can be set so that it plots any points on－screen using the Exclusive Or option（EXOR or XOR for short）． Without this option，the Amstrad simply replaces the old value bytes concerned by the new value．For a line drawn in yellow， all the bytes on the line become $\emptyset \emptyset \emptyset \emptyset \emptyset \emptyset 1 \emptyset$ ，for example． Using the EXOR option makes the Amstrad plot all points by combining the old value of each byte with the new value according to a fixed set of rules．

Let＇s examine an individual byte on the screen so that we can see why the program produces the results that it does．To begin with，the byte has the value $\emptyset \emptyset \emptyset \emptyset \emptyset \emptyset \emptyset \emptyset$ ，i．e．，it indicates a pixel in the background colour，blue，as in Figure 4．4．A line is drawn across this point in yellow（a byte of ØØØØØØ10），as in Figure 4．5．

| の0000000 | A point in the background colour |
| :---: | :---: |
|  | Figure 4.4 |
| のロのロのロのロ | A blue point and |
| 00000010 | a yellow line crossing that point |

Figure 4.5

Because the Amstrad has the EXOR option set，it does not simply replace the byte $\emptyset \emptyset \emptyset \emptyset \emptyset \emptyset \emptyset \emptyset$（for blue）by the byte ØØØØØØ1】（for yellow）．Instead it combines the value of the two bytes．If corresponding bits are different，the result is 1 ；if corresponding bits are the same，the result is zero，so we end up with a yellow point，precisely what we would have expected had we not used the EXOR option！

| の0000000 | A blue point and |
| :---: | :---: |
| EXORのØ0】ロ】10 | a yellow line crossing that point |
| のØ0ロのロ1】 | gives a yellow point |

Figure 4.6

However，suppose we now plot an identical yellow line over the line we have just drawn．The effect this time is rather
unexpected, see Figure 4.7. Because the bits making up the old byte and the new byte are exactly the same, the EXOR option results in a byte of $\emptyset \square \emptyset \emptyset \emptyset \emptyset \emptyset-$ i.e., the line disappears, as it has been drawn in blue, the background colour. Drawing

0000010
EXOROODODO10 00000000

A yellow point and
a yellow line crossing that point gives a point in the background colour, blue.

Figure 4.7
another yellow line returns us to the situation of Figure 4.4, and the line will reappear.

0000001
EXOR00000010

A white point crossed by a yellow line

Figure 4.8
What happens if a yellow line is drawn on top of a white line? The EXOR option results in a red line, as in Figure 4.9. But again, drawing the line a second time in the same colour restores everything to its original state, as in Figure 4.10.


0000011
EXOR0000011
0000000

A white point
crossed by a yellow line gives a red point

Figure 4.9
A red point
crossed by a red line gives a point in the background colour, blue.

## Figure 4.10

The EXOR option might not seem very useful, but the graphics effects we have just seen are invaluable in any drawing program. Lines can be drawn and erased without affecting other lines; we can experiment and move lines to various positions before fixing them permanently using normal drawing. All that we need do is ensure that any temporary line or point is plotted twice using EXOR so that all its traces are removed.

## Drawing diagrams

Before we begin to design a new drawing program to take advantage of the graphics EXOR option，let＇s summarise the extra features that could usefully be included：

1）lines can be temporary or fixed permanently；
2）lines can be erased；
3）drawings can be saved；
4）standard shapes such as circles，rectangles，etc．can be drawn；
5）parts of the drawing can be translated，enlarged or otherwise transformed．

The last two features will be discussed in a later chapter．We have just discovered how to draw temporary lines，so 1） presents no problem．The easiest way to implement both 2 ） and 3）is by saving the coordinates of all fixed lines in an array． This makes it simple to identify a line and delete it．It also makes it easy to save the drawing to a file：we simply save the list of coordinates stored in the array and use them to reproduce the drawing at a later date．
We will use a modular approach so that the program can be extended without problem：

```
10 MODE 6
20 0IM x(100), y(100)
30 startx=320: Etarty=200
40 x=320:y=200
so foregroundgolgur=1
BD FFINT CHR生(23);CHR系(1;
70 GOSUR 100%
80 GOSue 200日
O- END
99% REM GTGW line
100E FLOT }x,y,\mathrm{ foregrounacolour
1010 ORAW Startx, Etarty
1020 FETUFN
z0G0 WHTLE responseq<!":"
2D10 gosue 1000
2020 「こミр:пミE%=LONER&(INKEY゙)
2030 IF response%="a" THEN y=y+?
2040 IF resfonsem="こ" THEN y`=y-2
2@50 IF responseq="," THEN K=x-4
```

```
2060 IF responses="." THEN x=x+4
2070 IF responses=" " THEN GO51je 3000
2080 GOSUE 1060
2070 HENO
2100 RETURN
2999 REM set graphies to normal to draw
FErmaner:tyy
30g0 FRINT OHR&(23);CHR手\:%
3010 GOSUP 10QB
301F REM bOGK tS EXOR Jrawing
3020 PRINT GHRま(2\Xi); CHR&(1);
3030 count=gount+1
3040 < (count)=x:y(count)=y
3050 डtarte=x:starty=y
30SO RETURN
```

Line $2 \emptyset$ sets up two arrays to hold the coordinates for up to 100 points. (This figure is arbitrary and may be increased.) The coordinates of the present point are given by the values of the variables x and y . The values of start x and start y give the coordinates of the last point 'fixed'. These coordinates must be available so that we can draw a permanent line between the two points if we wish.

Subroutine $2 \oslash \emptyset \emptyset$ is the driving module of the program. It scans the keyboard for input and successively draws and erases a line from ( $x, y$ ) to (startx, starty).

If you run the program you will find that, as you move the point around, the Amstrad draws a flickering yellow line from it to the point (startx, starty), subroutine $1 \oslash \emptyset \emptyset$. This technique of allowing a line to be stretched is referred to as 'rubber-banding' - you can probably see why!

Pressing the Space Bar fixes the line permanently via subroutine 300 . Line $30 \emptyset 0$ returns the graphics drawing mode to normal, draws the line permanently, and then switches back to the EXOR option for drawing to continue. The coordinates $x$ and $y$ of the present point are stored in the arrays $x()$ and $y()$, and start $x$ and starty are given new values so the next line will be drawn from where the current one ends.

We can modify the program so that we can chose whether to draw a line or not:

```
77% REM Jraw line (ar not, ir linesraw=0
;
```



```
1005 IF linedran=0 THEN RETURN
1010 DRAW startx, Erarty
102Q FETURN
207日 if resfonset=" " THEN G0SUE 3000:1i
#ツdraw=1
2071 IF resfonset=*'" THEN IF linedrow=0
THEN linedraw=i ELSE linedraw=0
```

Line 2071 uses the 'I' key as a toggle to switch between line-drawing and no line-drawing. When Linedraw= $\emptyset$ no line is drawn, as subroutine $1 \emptyset \emptyset \emptyset$ terminates before ( $x, y$ ) can be joined to (startx, starty). Running the program now reveals that we no longer have to draw the first line beginning at (startx,starty), but can move the point to anywhere we wish before 'fixing' it by pressing 'f'.

Deleting any line is a little tricky. We shall instead only allow the deletion of the last line drawn, indicated by pressing the 'd' key:

2072 IF responses="d" THEN GOSUR 40
3793 REM doesn't work if you to try to d elete a non-existent line
3997 REM we'il sort thot out in the mext program!
$4000 x=x(\operatorname{count}): y=y(\operatorname{count})$
4010 count=count-1
4020 startx=x(count): starty=y (count)
4030 GOSUE 1000
4940 FETURN
This does allow deletion of any line, but only at the cost of deleting all lines drawn subsequently.

If you find the keyboard response a bit sluggish, you might like to add the following lines:

```
i DEFINT C,F:1,D,5,K,Y
Z SPEED KEY 2,2
8% SPEED KEG 10,5
```

We have noted before that using integers speeds a program up. SPEED KEY is followed by two numbers, the start delay and the auto-repeat period, in $1 / 50$ th second units. These two
values determine how rapidly the Amstrad responds to a key depression．When a key is pressed，the computer waits for a time equal to the start delay before repeating the character． Thereafter it is repeated at intervals governed by the auto－ repeat period．It is vital that you set SPEED KEY to normal at the end of the program．Over－rapid response to key presses can make it virtually impossible to type a coherent instruction！

Having created a drawing masterpiece it would be nice to save it．To do so we need to modify the program slightly． Recording the coordinates of all the points is no longer adequate，as we also need to know whether a point is joined to the previous one or not：

```
20 DIM x(100),Y(100), 1(100)
3030 courit=court+1
304E *(count)=*:y(count)=y
3045 l (count)=1mnedraw
3050 5tartx=x: Etarty=y
306G RETURN
4000 x=<(count):y=y(count):linedraw=1(co
urt:
```

The arrays $x()$ and $y()$ hold the coordinates of all the points；a third array $l()$ is introduced to indicate whether a point is joined to the previous one．Whenever a point is fixed， l （count） is used to record the current condition of linedraw．If this is zero，line－drawing has been switched off，and the current point is not connected to the one before．Any value other than zero shows that line－drawing is switched on and the present point must be connected to the earlier one．

```
2074 IF resfonses="i" THEN GOSUE 7e⿴囗⿻一𠃋十
2075 IF resFonset="0" THEN GOSUB 800日
#00g GLG
6010 三tartx=r(1): sarty=y(1)
6020 FOF value=e TO Count
6030 K=x(value):Y=Y(value)
6040 linedraw=1(value%
6E50 GOSUE 100E
LEs0 startx=d: starty=y
0670 NEXT
6080 x=320:Y=200:1inedraw=0
EOG RETURN
FOOCO MODE I
```

```
7Q10 PRINT"TO load data from a coordinat
E File*
T02g INPUT"What iE the file name";fileq
7030 OPENIN FiIE寺
7E4E COunt=0
7050 WHILE NOT EOF
7060 count=count+1
7070 INFUT #9,*(count),Y(count), l(count)
7BSD WENO
7079 CLOEEIN
7106 MODE D
710 WINOOL 1,20,25,25
7120 Etartx=x(court; : Earty=y count;
7130 x=三tartx:y=starty
7140 60510 6000
FIS RETUEN
0日Q0 MODE I
8010 PRINT"TO sove a picture to a filen
QQ20 INFUT*PLEGSE Name thi file.":filet
8030 OPENOUT Fileq
8040 counter=0
3050 wHILE Sounter:=count
80GQ HRITE #9, (counter), y(coumter), (co
unter;
8B76 courter=ceunter+1
8980 LENE
EGOD ClOEEOU
EHgO MODE 0
8110 WINDOW 1,20,25,25
B2g GOEuS semeg
BIZD RETURN
```

Subroutine $8 \emptyset 0 \emptyset$ writes all the coordinate and connection data from the three arrays to a file，and then uses subroutine $6 \emptyset \emptyset \emptyset$ to recreate the drawing．If we can save the data，we also need to be able to load it back in，and this is handled by subroutine $7 \emptyset \emptyset \emptyset$ ．There is no need to switch to mode 1 in these subroutines，but doing so makes all the messages easier to read！The load routine is called on depression of＇ $\mathbf{i}$＇（input from a file）and the save routine is called on depression of＇ $\mathbf{o}$＇ （output to a file）．You may prefer to substitute your own keys．

Our basic drawing program is almost complete．Let＇s just add a colour option：

```
2073 IF resfonset="ミ" THEN GOSUB 506E
5000 WINOOW 1,20,25,25
5010 INPUT"Scale";scole
5018 REM scale oll values by scale facto
r
5019 REM make present cursor coordinates
    new screen centre
5020 FOR value=1 To count
5030 x(value)=scale*(x(value)-x)+320
5040 y(value)=scale*(y(value)-y)+200
5050 NEXT
5060 GOSUB 6000
5070 RETURN
```

Adding colour does create a problem, because to delete the same line it must be drawn again using EXOR and the correct colour. Otherwise, as we saw earlier, a white line drawn on a yellow line will not erase the original line but merely change its colour! Fortunately we don't need to set up yet another array for the colour - this information is already stored in 1() and can be used when lines are deleted or when a picture is drawn using data loaded from a file.

Let's conclude the chapter with a demonstration of the flexibility of the core program. The addition of the following routine enables you to create a drawing, then enlarge it (or reduce it) so that greater detail can be added:

```
2070 IF response$=* " THEN GOSUB 300E:1i
nedrem=foregrouridcolour
207! IF resfonsem="!" THCN IF innearaw=6
    THEN 2anEdrgu=Foregroundeolour ELEE lir
Earaw=0
207E IF reseonsez="E" THEN FOTEgroundcol
our=i+(foregroungoglourti) MOD Z
3045 IF linedraw: THEN l(countj=foregro
undeoiout
425 IF linedraw>g THEN Foregroundcolour
=1inesram
```

Pressing 's' calls subroutine 5000 , which requests a scale factor by which the drawing is to be enlarged or reduced. For example, typing ' $\mathbf{2}$ ' will cause the picture to be redrawn at twice its present size, ' $\emptyset .1$ ' reduces it to a tenth of its size, and so on.

The routine takes advantage of the fact that the Amstrad will accept $x$ and $y$ coordinates for PLOT, MOVE and DRAW commands even when these coordinates lie beyond the screen boundary. The computer will 'draw' these lines, but they will only be seen if they happen to cross the graphics area depicted on the screen - i.e., some of the points on the line have x coordinates lying between 0 and 639 and $y$ coordinates between 0 and 399 .

Once you have chosen a scale factor, the Amstrad multiplies all the coordinates in the arrays $x()$ and $y()$ by that scale factor. The current position of the cursor is used as the centre of enlargement. The new drawing is centred around $(320,200)$, which is also taken as the new position of the cursor.

Using integers may appear to be a good way of speeding up the program, but it is a disadvantage here as it limits the choice of scale factors to whole numbers only.

## Exercises

1) Add a few lines at the end of the drawing program to restore key response speed etc. to normal.
2) Introduce checks so that the drawing program does not allow movement off-screen.
3) The 'delete line' routine has a flaw in that it is possible to delete lines back to the starting position, at which point the program crashes. Introduce checks to prevent this.
4) Add a routine to the program to allow the user to select a comfortable start delay and auto-repeat for the keys.
5) Add a routine to the program so that the coordinates of the cursor are continuously displayed on the screen.
6) (more difficult) Introduce selective deletion of lines so that lines other than the last can be erased. (You will need to cycle through all the lines erasing/redrawing them at the touch of a key until the required line is reached, which should then be permanently deleted. Remember to reflect this line deletion in the data stored in the arrays, otherwise the line will magically reappear when the array values are loaded back from a file!)

## Animation...

## Moving line-drawings

In the last chapter EXOR was introduced, and we saw how it could be utilised in the drawing/deleting of lines. We shall now see how EXOR and related commands can be used to improve the quality of animation.
One method of animation is to successively draw and then delete a figure from the screen. This is the most primitive approach, but provided the figure concerned is not too complex, the speed of the computer produces an acceptable result. This program moves a rectangle across the screen by drawing and then deleting it at each position:

```
IQ MOOE I
20 x=100:y=100
30 < istance=50:ydz =tance=100
IG REM move units in the X direction EGe
H time the rectangue is amaun
40 <ame=4
50 HHILE < 6S%
Sg REM oraw the rectangle
```



```
GG fEM devete the regtangie
70 EOLDH=0:505UE 1000
g0 x=%+⿲丶nc
GE WENT
100 ENO
F9% FEM Gommands to graw rectangle
ZOQ MOUE *,y
1010 DRAWR *Gi GanGe, O, G2DUT
1020 DRALR D,ydistance
1030 DRAWR - XAistance,g
1040 ORGNR B, -ydiEtance
1050 RETURN
```

A simple modification moves the rectangle diagonally:

```
40 yinc=4:ymc=?
日日 x=x+\inc:y=y+yinc
```

With the addition of another couple of lines we can even 'bounce' the figure around the screen:

```
45 contimue=1
50 WHILE cortinue=1
5% REM draw tre rectangle
GQ colcur=1:GOSUE 1000
&f REM delete the rectangle
70 EOlOHT=0:GOSUQ IDOQ
7% REM bfagte %,y gegrdinates GTa check
if they are gff-screer
80 x=x+<inc:y=y+ying
```



```
*winc
Q2 IF Y&0 OF y>30% THEN yinc=-yinc:y=y+2
*yarc
OE WEND
```

The results are not so good when more lines are involved. Suppose we try to animate a line-drawing of a dog. To bring some life to the program we draw the figure in two slightly different positions. The computer will first draw the dog in one position, then delete it, then draw the dog in the alternative position. After deleting the second image the coordinates are updated and the whole cycle is repeated. To simplify the alternation between the two sets of image coordinates it is easiest to store them in an array:


Figure 5.1 Using the same figure in two different positions to improve animation.

```
I0 MOOE I
20 G05ue 1000
30 GOEUE 2000
40 ENO
```




```
-000 0IM * 100. (100)
1010 FOF count= TO EZ
```



```
HZG NEXT
1040 FETURM
1050 UATA 0,0,20,40,20,40, #, 80,10,80,0,
120,20,10,35,50,35,50,10,80,10,80,70,80
10,0 DATA EQ, 0, 80,40, E0,40,70,80, 60, 10, %
5,50,75,50,70,80,70,80,70,140,70,140,410
:120,110,120,80:110
1070 0,TA E, 10, 25,40, 55,40, 15,80,15,80,2
0,120,0,15,30,50,30,50, 5, 00,15,80,75, 50
#E0 DATA 75, 日0, 日5,40, B5,40,6E,10,75,80,
70,50,70,50,60,15,75,80,100:130,100,130,
120,110, 120,140,90,100
```



```
0000 xinc=0
20&0 F19%=0
```




```
E6r, =%:F10g=0
2g% FEM dtat dog
2040 colour= :G0Su8 3000
0047 REM JELミEE 」ロこ
0050 60104P=0:GQEUE 30,0
```



```
*t deg
206 <1月G=<inc+20
207% WEN0
-EGG RETUFM
```



```
ing ecints
T00Q FOR GQunt=EtGt TQ Etart+25 STEF Z
30.0 MQUE <ecunt)+\alphainc, (count?
```



```
0!
320 NEXT
3D40 RETURU
```

In this case the whole process is too slow and it is clear that the figure is being deleted and then redrawn to another position． A different approach is required．

We can make use of a facility we touched on in Chapter 3： the ability of the computer to change the range of colours available in a mode by using the INK command．If we draw a figure using a PEN that has been set to the background colour， the figure can be made to appear instantly simply by switching the INK to the foreground colour．

The following program uses this method to display alter－ nately two rectangles drawn at different positions on－screen． Every time a key is pressed，the INK colours are changed so that the previously displayed rectangle is set to the back－ ground colour and the other rectangle to the foreground colour so that it becomes visible：

```
HOMES
BD - #D: % = 100
E0 A|=50:yd=10\square
```



```
40 F若是, i
```



```
    -*grauma -a,G%
#GB1BuT= :GQEU -GZ
B - = 20Q: %=300
```




```
B TVK -:1
```







```
ミE巳
1U HHILE REEPOREE采"E
```




```
OQ FUK D, -4
S0 IN* 己, %
```



```
4% - EEFOTEE&二
```




```
#O HEND
```



```
*: PEN L tG bG<tgreumd
BE INK A.1
## INE 又- -4
```



```
ZO AEM HGI: OG HEY AEFTEEBAOT
ITG HHLLE OEFQNEE$=
```



```
-5 MENE
-4 HENO
```



```
Z5\ IU& 1:Z4
ZG INH2, -G
27 EMD
MDO MOyE * ,
```



```
&2Q DRAMF 口, =
10S OFGUP - O, 口
1-प DFAHF D, - %
LDSGESURN
```

This gives a clear display because the figures have already been drawn and are displayed instantly．We could extend this idea and animate a sequence of drawings by drawing them in the background colour and then successively displaying them． In this a method we could use to animate the line－drawing of the dog？Not as it stands，because when the figures overlap， we have a problem，as you can see by running this program：


```
E =
\thereforeO < = - % Y = 0- 
```

Part of one rectangle is missing where the figures overlap．This is because the line is present in both figures，and setting the INK for one rectangle to the background colour causes it to disappear for the other．

Providing there is no overlap of lines，changing the INKs gives smooth and rapid animation．It is especially useful in mode 0 ，where we have 16 different colours．Up to 15 different images can be drawn in the background colour and then displayed in succession by switching the relevant INK to the foreground colour and then to the background colour once
again. For example, here we have a figure which expands and then shrinks again:

```
IO MCDE
1% REM Start FOEition for corner of rect
67318
```



```
7% FEM 1ENGth Of itE SidEE
```







```
SOGSBE +BOE
```



```
BA END
798 REM むraw is re&tongles in boskground
    CO1OuT
```













```
1\B [PAuFR B, - IDEY
# EG NEYT
##G FET!P&
```



```
#E re^&GTGIE S! © &imE
```





```
ЭO0 WHILE =OT&iTME=1
```




```
204E !HTLE FOSF!#E@&=**
```



```
`G今जNEN[
```



```
*grourd
```

```
2070 INK startink, 1
z07% REM Switctinext rectamgle to foregr
0une
2geg INk nextink, 24
zgG日 fem increment IHKE so on next cycue
    FREsERT YNH
2089 FEM becomes bockground and new IMk
becomes faregreurd
zg%E 三tartink=(Startink+i) MOD 16
Z|G IF Etartink=0 THEN Etartink=1
2110 nextink=(nextink+1) MOD Ib
Z120 IF nertink=0 THEN nextink=1
2130 NEND
C140 RETURH
```

Using this method is particularly effective if the display is cyclical，as in this case．It does have its limitations，however－ avoiding overlapping lines is not always possible．

We have already seen an example of an instance where drawing a line does not disturb any lines already present－we use the EXOR option．Perhaps the same approach will work here：



This is a partial success－both rectangles are completely visible，but the shared points appear in the wrong colour，red． We can see the reason for this result if we examine the way in which colours are represented in mode 1.

Only four colours can be displayed simultaneously in mode 1 ，because the colour of each point is determined by a 2－bit code．As there are just four differing combinations of two bits， only four colours are possible．These codes will never change， although we could use the I NK command so that the computer would interpret any of the codes as indicating a different colour．For example，it would display a pixel coloured red rather than yellow if we used an INK 1，6 command．

| のロのロのロロロ | Blue | Effectively，the colour at any |
| :---: | :---: | :---: |
| のロのロのロロ1 | Yellow | point is shown using a 2－bit |
| の0000010 | Bright cyan | code，and this is used from |
| の0000011 | Red | now on． |

Figure 5．2 The binary codes for the four colours in mode 1.

In this particular case we are drawing two rectangles, one using INK 1 (code $\emptyset 1$ ) and the other INK 2 (code 10). Remember the effect of EXOR. It combines the old bit combination with the new one according to a simple rule: if the bits are the same the result is $\emptyset$; if the bits are different the result is 1 . Where the two rectangles overlap we will get the result shown in Figure 5.3. Code 11 indicates PEN 3, normally set to red in mode 1, and so the line is displayed in red. This

|  | 01 | A point on a yellow line |
| :--- | :--- | :--- |
| EXOR | 10 | crossed on a cyan line |
|  | 11 | gives a red point |

Figure 5.3
suggests a way around our problem. If we use the INK command to re-set PEN 3 so that it produces yellow rather than red, the overlapping area will no longer be visible:

11 REM set INK 3 to yellow
12 INK 3, 24
2\&i REM restore INK 3 to normal at end
262 INK 3, 6
Although the rectangles overlap, they can both be displayed alternately by switching the INK colours. This forms the basis for an approach which produces much smoother animation:

1) The first figure of the animation is drawn in the foreground colour and displayed;
2) The second figure is drawn using a PEN that has been set to the background colour;
3) The INKs are switched so that the second figure is displayed and the first hidden;
4) The first figure is deleted from its old position;
5) A new figure is drawn in the background colour;
6) The INKs are switched so that the new figure is displayed and the second hidden;
... and so on, until the animation is complete. The only difficulty arises when the figures overlap in places: we then need to draw or erase one figure without affecting the other. Let's examine this problem more closely.

We will suppose that we are working in mode 1, and the two successive figures are drawn using PEN 1 and PEN 2
respectively. This gives us this interpretation of the meaning of the four 2 -bit colour codes. We do not need to concern ourselves with the actual colours that will be shown on the screen, as the INK command enables us to choose the colour which will be produced by any particular PEN. We will instead concentrate on these 2-bit codes, and the effects we wish to have on them.

To erase any line drawn using PEN 1, we need to convert the code $\emptyset 1$ to $\emptyset \emptyset$, the background colour code. We could do this by EXORing every point on the line with $\emptyset 1$. However, some points on the line might overlap points with a line from the second figure, and so have the code 11. EXORing these points with $\emptyset 1$ gives the result shown in Figure 5.5. Any overlap point would end up in the colour for PEN 2 , which is what we want. EXOR only seems the answer however - it fails in one situation. If a point lies at the intersection of two lines, erasing one line with EXOR will delete the point, but erasing the second line with EXOR will bring it back again!

|  | $\emptyset 1$ | A point on a yellow line |
| :--- | :--- | :--- |
|  | $\emptyset X O R$ | $\emptyset 1$ |
|  | $\emptyset \emptyset$ | crossed by a yellow line |
|  | gives a point in the background colour, blue |  |

Figure 5.4
11 A point on both lines
EXOR $\quad 01$ crossed by a yellow line
10 gives a point on the cyan line
Figure 5.5
We could achieve the correct result a slightly different way, so we take this opportunity to introduce yet another of the line-drawing modes available on the Amstrad.

The computer can be set so that it ANDs the code for a point with its new code. This is achieved by using the control code PRINT CHR\$(23) CHR\$(2); which causes all subsequent graphics commands to use AND.

01001101
AND $\quad 11100100$
01000100
Figure 5.6 An example of the effect of AND.
The effect of AND is that a bit is set to 1 only if the corresponding bits in the first AND second code are both 1;
otherwise the code is set to $\emptyset$. We can delete points drawn with PEN 1 by ANDing with the code 10, as in Figure 5.7. This also leaves overlap points in the correct colour, as in Figure 5.8. Similarly, points drawn with PEN 2 can be deleted by ANDing with the code $\emptyset 1$, as in Figure 5.9.

|  | $\emptyset 1$ | A point on a yellow line |
| :--- | :--- | :--- |
| AND | $1 \emptyset$ | crossed by a cyan line |
|  | $\emptyset \emptyset$ | gives a point in the background colour, blue. |

Figure 5.7

|  | 11 | A point on both lines |
| :--- | :--- | :--- |
| AND | 10 | crossed by a cyan line |
|  | 10 | gives a point on the cyan line. |

Figure 5.8

|  | $1 \emptyset$ | A point on a cyan line |
| :--- | :--- | :--- |
|  | AND | $\emptyset 1$ |
|  | $\emptyset \emptyset$ | crossed by a yellow line |
|  | $\emptyset i v e s ~ a ~ p o i n t ~ i n ~ t h e ~ b a c k g r o u n d ~ c o l o u r, ~ b l u e . ~$ |  |

Figure 5.9
Let us now turn to drawing without disturbing points already plotted. Suppose we are drawing using PEN 1. The desired results at various points are shown in Figure 5.10.

| Colour code at point |  |  |  |  |  |  |  | Desired code after line drawn with PEN 1 passes through point |  |  |  |  |  |  |  |  |
| :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: |
|  | 0 | $\emptyset$ | $\emptyset$ | $\emptyset$ | $\emptyset$ |  | 0 | $\square$ | $\emptyset$ | $\square$ | 0 | 0 | 0 | $\square$ | $\square$ |  |
|  | 0 | 0 | 0 | $\emptyset$ | $\emptyset$ |  |  |  | 0 | 0 | 0 | 0 | $\square$ | 0 | 0 |  |
|  | $\emptyset$ | 0 | $\square$ | $\emptyset$ | $\emptyset$ |  | $\square$ |  | 0 | $\square$ | $\square$ | 0 | $\square$ | $\square$ | 1 |  |
| 0 | $\square$ | $\square$ | 0 | $\emptyset$ | $\emptyset$ |  | 1 | 0 | $\square$ | 0 | 0 | 0 | $\square$ | 0 | 1 | 1 |

Figure 5.10

Neither EXOR nor AND gives the required outcome. There is a further graphics drawing mode which we have not yet met the OR mode. This is set by the control codes PRINT CHRS(23) CHR\$(3); and gives a bit result of 1 if either one bit OR its corresponding bit is 1 . We can draw with PEN 1 by 0 Ring with the code $\emptyset 1$. We can draw with PEN 2 by 0 Ring with the code 10, as in Figure 5.12.

We can now identify a sequence of graphics-drawing modes

Figure 5.11 An example of the effect of OR

|  | $0 \emptyset$ |  | 01 |  | 10 |  | 11 |
| :--- | :--- | :--- | :--- | :--- | :--- | :--- | :--- |
| $O R$ | 10 | $O R$ | 10 | $O R$ | 10 | $O R$ | 10 |
|  | 10 |  | 11 |  | 10 |  | 11 |

Figure 5.12
and colours that will draw/delete as required, as demonstrated in this program, which moves a triangle across the screen:

```
10 MODE
20 INK 3,24
30 DEFINT &, ミ,t,x,y
40 x=100:y=100
50 x1=100: %1=200
60 colour=1:colour1=24
70 tyFe=z:ミroae=1
80 GOSUE 1000
%0 cosuE 2000
100 E%FE=3: shode=\Omega
10 WHILE <<ESO
120 < =x+4: % 1= <1+4
130 G05u8 2000
140 GOSUE 1000
150 <=x-4: <1=x1-4
1s0 GOSUE 2000: }=\times+4:\times1=\times1+
170 IF shade=? THEN Erade=1 ELSE shode=?
18O WEND
189 REM INKE EQOK to normal
190 INK 1,24
200 INK 2.20
210 INK 3, 
200 END
F9S REM SwOF INKS Ground: foregrodnd bec
omes backgreund
GG9 REM tackground tecomes foreground
1000 IF colour=1 THEN colour= 44:colourl=
1 ELSE COlour=1:S010ur1=24
1010 INK I, EOlOUT
10EE INK 2, colourl
1030 RETURN
```
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```
19%G FEM routine deleteg/arans when trid
ngle iE hiduen
1999 REM {ie when it is in the tackgroun
d colour,
2000 PRINT OHRE(23):GHRS(tyRE:;
2010 MOvE x,y
2020 0004 <1,Y1: ミhode
2030 DRAL <1+50,Yt
2040 ORAW <+50,Y1
2050 DRAW }
20:E IF tYpe=? THEN typE=E ELEE tyFE=2
2Q7B RETURN
```

Line $10 \emptyset$ temporarily moves the coordinates for the triangle back to the previous position，so that it can be erased while it is in the background colour．Line $12 \emptyset$ switches between the colours needed to draw／delete，and $2 \oslash 3 \emptyset$ switches between OR and AND line－drawing．

We can apply the technique to our original animation of the dog：

```
10 MODE 1
44 REM ミPEEd it UF - LEE integerE
15 DEFINT G,E,t,X,Y
20 GOSUE 1006
30 GO5ue 2000
40 PFINT GHFF(2Z)GHP(0):
50 ENO
098 FEM redd in Z Sets of 2e coordinates
79 REM For trawing 2 images of the dog
H0日G 0TM *(100), Y(100)
IO10 FOR COURt=1 TO 52
SaE FEAD <,count, y(count)
20SB NEXT
10440 FETUFN
1050 DATA 0,0,20,40,20,40,10,80,10,80,0,
120,20,10,35,50,35,50,10,30,10,80,70,80
1060 DATA 60,0,80,40,80,40,70,80,30,10,7
5,50,75,50,70,80,70,80,90,140,70,140,110
,120.110,120.80.110
1070 DATA 5,10,25,40,25,40,15,80,15,80,1
0,120,0,15,30,50,30,50,15,80,15,80,75,80
10E DATA 75,80,85,40,85,40,65,10,75,80,
90,50,70,50,60,15,75,80,100,130,100,130,
120,110,120,110,70,160
```

```
HGO REM EEt INK J EG GOTREEt EOMOMT FGT
    EXOF
200 INKK 3, -4
2010 E-2DUR=1: 00104TN=24
2OQ GYFE=子: ERCJE=1
2g`\mp@code{REM draw figure at EtGrt POEition}
2030 G05UE 4000
2046 G0SUE 5.460
20S tyFE=3: ShadE=?
206 <inc=0
```




```
    Figure
2080 <irc=<inc+2g
zGGP FEM draw new figure ir background e
Glour
20G0 GOEUE 50%0
207% REM EMiGEF INKE
-109 GOEUE 40g6
```



```
    EGOkgrourty EO10uT
```



```
2T0 GO5UE 5000
Z12F FEM EE& Kin& Ea&k to voluE for fres
ent Figure
```



```
2140 IF Erade=? THEN Srade=1 ELSE srade=
2
2150 HEND
O1\leqslant0 FETURN
```



```
ing FGints
30日g FOR GOUnt=start TO Etart+2E STEF Z
3010 MOUE <ecunt)+xinc,y(sodroy
```



```
#e
ZOSE NEXT
304Q RETURN
```
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```
4BQ FETGF,
```





```
ED FF GYPE+EMGSE=4 THEY EGOG=L ELEE E
&ロー=2-
5日Q GQEB JQT
EQSTF GYFE=Z THEN GYFQ=Z ELSE GYFE=Z
S-D BETUBM
```

This gives a much smoother animation．

## Exercises

1）Draw a series of circles in different positions in different I NKs and produce a＇bouncing ball＇animation by switch－ ing each circle between the foreground and background colours．
2）Create two alternative＇keep fit＇images of a stick figure touching its arms to its sides and then putting them out straight．

## Creating foreground and background colours

Let us now consider another consequence of this manipulation of INKs．This program draws two overlapping rectangles，but this time they are both colour－filled，one in yellow and the other in blue：

```
13 MOE 
```



```
H
## THE E:4
ZGFINT GHF&GZ,GHFA
4D < = DD: % = DOD
```





```
BQ = ED: = ED
FO-2=150:y = E5
\Q T|+ - 2%
```



```
ZG FFINT GHA& ZコロHFま口
SO EMD
```






```
\Z UEY
B-G =ETURU
```

If you run the program you will not be surprised to see that one rectangle obscures part of the second．What is perhaps surprising is that it is the yellow rectangle，which is drawn first，which hides part of the blue one，which is drawn second！ This is the consequence of line 20 ，where we have essentially said＇Make any overlapping area of the two colours appear as yellow＇．We have decided that yellow will be the foreground colour and blue the background，and in any case where blue and yellow overlap，yellow takes priority．

If we change line $2 \emptyset$ so that any overlapping area is displayed in blue，the blue rectangle now hides part of the yellow one：



This ability to give colours a priority is very useful in games． By suitable setting of the INKs we can arrange the colours so that a figure can pass over background features without erasing them．More impressively，the figure can pass BEHIND areas drawn in the foreground colour，emerging intact from the other side，as we shall now demonstrate．

In Chapter 2 we looked at one of the simplest ways of producing smooth animation，by using TAG and printing the character to its new position．The effect when there is a figure in the background is not unexpected：

```
10 MODE 1
20 <=?30:y=130
2% REM araw anむ fill reatanglE
30 FOR MGGGTd=人 TO <+1BQ STEP Q
4ृ MOUE MCDDRd,y
50 DRGLF D, LDO,L
&NEXT
70 xprint=0:yprint=180
```

```
7 9 \text { REM text ar graphics cursor}
8日 TAG
8% REM frint character to Euccessive fos
itigns
FG FOR MCOORd=MFTiMt TO 400 STEP Z
100 MOUE xcoord,yFrint
110 PRINT GHFE(2SJ);
120 NEXT
130 ENO
```

The character wipes out part of the background as it moves. Using a character with no 'border' on the left-hand side gives even worse results:

```
10% REM choracter with no leftymand tord
er: an arrow
110 FFINT GHRa(243):
```

The solution is to use TAG in combination with EXOR printing. However, simply printing the character is not enough:

```
10 MODE 1
20 x=230:y=130
z% FEH draw and fill rectongie
30 FOR rogord=x TO x+100 STEF Z
40 MOvE <coores:y
50 DRANF D,HED:L
&ENEXT
70 rprint=0:YFTint=180
71 REM EXOR FRinting on
75 FRINT CHR& 2\Xi)GHRa(1);
G0 TAG
g? REM frint character to successive fos
itione
Fg FOR RGDORA=NFTint TO 40G STEP E
LQQ MOUE NCOOTA:yETint
110 FFINT CHF$(243);
120 NEXT
12% REM Switat normal printing on
130 TAGOFF
140 FRINT OHRक(23)CHRक(E);
150 ENC
```

This is even more of a mess! The reason for this rather odd result is that the character is being EXORed with another
version of itself printed one pixel to the right - the resulting combination after EXORing does not give the original character.
Let's devise our own arrow character with a border on the left, as in Figure 5.13. The arrow will be printed at the start position on-screen. Thereafter successive characters will be EXOR printed one pixel to the right of the present position. We must therefore define a second character which when EXORed with the original will result in a copy of the original displaced rightwards by one pixel. This is easier to understand in a diagram (see Figure 5.14).


Figure 5.13 A character with a border on the left.
We can find the character definition for the EXOR arrow by examining the original arrow definition row by row and working out what value this needs to be EXORed with to reproduce the arrow. This is easier to do using binary, as can be seen in Figure 5.15, where we find the first number that will be needed in the EXOR character definition. So the first line of the EXOR character needs to be 24 . We could continue in a similar vein, but in fact there is a quicker way of doing it. EXORing any binary number with a second gives a particular result. EXOR the original number with the result gives the second number back again. So we can find the new definition more quickly simply by EXORing every line of the original with the same line displaced one pixel rightwards, as in Figure 5.17. We can incorporate both the characters into a program to demonstrate that the EXOR approach successfully leaves the background intact:


Figure 5.14 EXORing with a second character to create a copy of the first displaced one pixel to the right.

EXOR | 00001000 |
| :---: |
| 00011000 |
| 00001000 |

0000
EXOR 00001000 00011000

Binary for first row of arrow character (8) needs to be EXORed with this binary number ( 24 )
to give the first code displaced to the right (8)

Figure 5.15
Binary for first row of arrow character (8)
result we want after EXORing (8)
so we must EXOR with this number (24)
Figure 5.16

| EXOR | Ø0ロ01100 | Binary for second row of arrow character (12) |
| :---: | :---: | :---: |
|  | Ø0001100 | result we want after EXORing（12） |
|  | 00010100 | so we must EXOR with this number（ 20 ） |
| EXOR | 00001110 | Binary for third row of arrow character |
|  | Ø0001110 | （14） |
|  | 00010010 | result we want after EX0 Ring（14） |
|  |  | so we must EXOR with this number（18） |

the same for the remaining rows of the character definition
Figure 5．17 Finding the character definition required to produce a copy of the arrow character displaced one pixel to the right following EXORing

```
G4 FEM dEfiME Grrem =h口TgEtEr first FTin
tEd
B5 5YMBOL 玉4%,8, 12,14,127,127,14:12:E
BG REM Jefire EXOR GrTOM EMGrGEEET
```



```
70 FOF KEOORJ=אFTint TO 4Q日 ETEP =
100 MOYE MOOQRA:YFR2n:
LQQ REM print rormal arrow at first posi
tan
10% REM thER EXOR Grrow HEPA EO GREGte G
Prow in חEw EOsi:icri
```



```
; ELSE FFINT CHR旁(241);
120 NEXT
12? REM S*itct MOTmal frimting on
IO TAGGFF
140 FRINT OHR&(\Xi\Xi)EHF悉(0);
150 ENO
```

This opens the way to all sorts of impressive effects in games programs．By combining TAG，EXOR and changing the INKs， we can create a range of games characters that behave in different ways．Perhaps the player＇s＇man＇can move across any yellow blocks on－screen，but not the blue ones；the fearsome ＇ghosts＇in pursuit can only cross the blue blocks；and the ＇super－ghost＇is not stopped by anything as it rushes in pursuit of the＇man＇．

It is important to remember if you intend to create a character that it is still vital to have a one－pixel border，as the
character will otherwise leave a trail when it moves．The border should be placed on the opposite side of the character to the direction in which movement will occur．In the arrow example a border was needed on the left because we were moving right．

If you intend to move a figure in more than one direction you will need to define an appropriate EXOR character for each direction of movement，and use that character for printing whenever a movement is made in that direction．

There is no need to confine yourself to single characters （although they are easier to handle）．This program creates a three character＇car＇and its three character EXOR equivalent． The car is moved across the screen，driving behind the yellow blocks and in front of the cyan blocks：

```
10 MOOE 1
20 GOSu8 106%
70 Gosue a000
40 G0SUE 300g
50 TAGOFF
&@ FRINT GHFま(2B)GHRa(0);
70 ENO
G98 REM GverigF oreas will te in INK 3.
which is set to yellow
GFG REM this mokes yellou the foreground
    caicur
#geg INK 3,24
1010 y=100:colour=1
1020 FOR X=100 TO 5GO STEF 50
1030 GOSUR 400日
1040 NEXT
1050 RETURN
2000 5YMBOL 240,0.15,28,124,127,18.12.0
2010 SYMBOL 241,0,255,120,120,255,255,0,
0
2020 5YMEOL 242,0,123,192,254,254,72,48,
0
2030 5YMBOL 243,0,16,36,132,12日,55,20,0
2040 SYMPOL 244,0,0,137,137,0,1,0,0
2050 SYMEOL 245,0,128,64,2,2,216,30,0
2060 car*=CHR*(240)+CHR年(241)+CHR音(242)
```



```
45;
```

```
GgEO FETUFN
```



```
3010 T回号
3GO%FRint=0:YFrint=11:
ZBS FOR MEOQRU=YPRINE TO SSQ ETEF Q
```




```
LSE FFINT ロ*ロハにタハま;
```



```
#0:O NEXT
3OT RETUPN
4OO IF EOLOGF=1 THEN GOLDMF=- ELEE EOLO
ur=1
401G FOF KQDOD=& TO X+EO STEF E
4020 MOUE NEOCRd,Y
4BO DFAMF O. 10G,GOLDHF
4040 NE <T
405ERETUFV
```

Line 1000 is necessary to set the overlap area of cyan car and yellow block to be yellow．Change the line to INK 3， 6 （the normal colour for PEN 3）and you will see the car turn red as it passes the yellow block．

The effect is spoiled by the fact that the car reverts to the background colour when passing over the cyan blocks．This is because both colours being EXORed are cyan，and EXORing any binary number with itself always gives $\emptyset$ ，the current background colour．

|  | $\boxed{ } 1010$ | A cyan point |
| :--- | :--- | :--- |
| EXOR | $\emptyset \emptyset 10$ | being overwritten by another cyan point |
|  | $\emptyset \emptyset 0 \emptyset$ | gives a point in the background colour，blue |

Figure 5.18
We could get around this problem by drawing the cyan blocks in a different colour and setting the right INK so that the overlap of car and block would not give this change in colour． The problem here is that we have only four colours in mode 1， and we are rapidly using up all the colours available！There is much more latitude in mode 0 ，where 16 different colours can be used，and we can redefine the PEN colours to give the desired effect．

```
LG MODE G
G6 REM INK z to yelion so Gyan/yel2ow 口
```




```
SDO TNK J,24
IOL FEM INK GO GYGR EO GYOR/WHitE DVE
P昨卫ivEs Eyar
IOG REM SO write iE bGGkground EOlOMT
10日E INK &, こO
207 MOUE 0.G
```



```
4000 IF GDIDUR=1 THEN COLOUR=4 ELSE EOLO
ur=1
```

In mode 0 each colour is represented by four bits．The car is EXOR printed using PEN 2 ，and this can overlap either with a yellow block（drawn with PEN 1）or a red block（drawn with PEN 4）．We therefore need to reset PEN 3 to show yellow（so that the car appears to go behind the yellow blocks）and PEN 6 to show cyan（so that the car goes in front of the red blocks）， lines $1 \oslash \emptyset \emptyset, 1 \emptyset \emptyset 1$ ．You can reverse the priority so that the car goes in front of the yellow blocks and behind the cyan by putting：



```
7% REM SO YE11%w is tackground colour
100日 INK 3, 2T
```



```
ETMGF 3ivEE white
```




|  | 0010 | The cyan car |
| :---: | :---: | :---: |
| EXOR | 0001 | overlapping a yellow block |
|  | Ø011 | produces the code for PEN 3，red |
| EXOR | 0010 | The cyan car |
|  | 0100 | overlapping a white block |
|  | 0110 | produces the code for PEN 6，cyan |

Figure 5.19

| $\emptyset \emptyset 0 \emptyset$ | Blue - far background colour |
| :--- | :--- |
| $\emptyset \emptyset 1$ | Yellow - near background colour |
| $\emptyset \emptyset \emptyset 1$ | Cyan - midground colour |
| $\emptyset \emptyset 10$ | Cyan - midground hiding near background |
| $0 \emptyset 11$ | White - foreground colour |
| $010 \emptyset$ | White - foreground hiding near background |
| $\emptyset 101$ | White - foreground hiding midground hiding background |
| $\emptyset 111$ | What |

Figure 5.20 Creating background, midground and foreground colours by setting appropriate INK s

One slight complication here is that TAG causes printing to take place using the current graphics foreground colour. We can't use a PEN command to change that colour any more, because after a TAG the computer changes the colour only when obeying a graphics command.

Before the car can be printed in cyan, the graphics colour must be switched from white to cyan, and to do this we need to issue a graphics instruction. This is the reason for lines 2071 and $2 \emptyset 72$ - without them the car is printed using the current graphics colour, white.

Mode 0 offers plenty of scope for extending the foreground/ background idea, because of the range of colours available. We can, for example, set up background, midground and foreground colours, as in Figure 5.20. Here the fourth bit set to 1 indicates the presence of yellow, the near background colour; the third bit set to 1 shows the presence of cyan, the midground colour; and the second bit set to 1 indicates white, the foreground colour. Other combinations of bits show one colour obscuring another.

By EXOR drawing, we can draw or delete lines in any of the colours without disturbing overlapping or hidden lines in other colours. For example, let's see the effect of EXOR on a white foreground line hiding a cyan midground line which in turn hides a yellow background line. Let's first delete the white line (see Figure 5.21). What if we had deleted the cyan midground line? (see Figure 5.22.)

| EXOR | 0111 | hiding cya |
| :---: | :---: | :---: |
|  | 0010 | on deletion of the cyan midground point |
|  | 0101 | the white foreground now only hides the |
|  |  | yellow background |

Figure 5.22
By examining the results of deleting one line from other combinations we can determine the INK commands we need to use to allow deletion of any of the lines without apparent disturbance to the others．This can be seen in the following program，which draws and fills in a white foreground rectangle on a cyan midground rectangle，resting in turn on a yellow background rectangle：

```
10 MODE 6
20 GOSuE lege
30 605u8 2000
40 GOEUE J00%
SD PRINT OHPF EZYGHRAGO:
&0 MODE
7% ENO
G9% REM Set FENS tQ FrQduce GPFPQPriate
INKE
10%O FNK E.20
1010 INK 5, 2%
1g20 INK &, 2-
1030 INR 7:2E
1040 FETUF%
190日 REM dram z reatangleg on bop of Eac
h crner
```



```
00
2010 <Gyan=150:ycyan=eg: Eidegyan=22g
2020 xwhite=200:Ywtite=120: Sidewhite=140
202% 听 SEt EXOR grapticg
20S0 PRINT GHR垁(2S)GHR寺(1):
```



```
igEyEIlOm
2050 G05U8 4000
```



```
yon
zgT0 GQ5uE 4000
```



```
ewhite
```

```
2g90 GOSuE 400%
2100 FETURM
30日0 WINDOW 1, 20, 25, 25
30日G REM inPGE commarde
3010 UHILE TESE0nEE未 **E"
```



```
302% FEM JrGm or gelete yellom rectangle
3030 IF Pesfonset="y" THEN colour=1:*=人y
ミ110w:y=yYEl10w: ミide=ミidEyEM10w:GOSUE 40
00
3ag% EfM dram 0T devete ayan rectangig
3040 IF resfonsef=":" THEN colour=2:*=4%
```



```
3049 REM drater delets uti土te rectangle
J050 IF ResfonEef="w" THEN colour=4:x=xん
hite:y=yHhite:\equivide=sidemtite:gosue 4000
3G90 WEND
JGQQ RETURN
4000 FOF rgQ0RA=% TO <+Eide STEP 4
4010 MOvE rocord:Y
402E DRAME D: ミi&E. AQIOUT
4030 NEXT
4040 CETUEN
```

Line 3020 enables you to draw／delete the yellow，cyan or white rectangle by inputting the letter $\mathbf{y}, \mathbf{c}$ or $\mathbf{w}$ respectively（e to end）．The effects in this program may surprise you－you can delete or draw the yellow background rectangle and leave the two rectangles that rest upon it completely untouched！

## Exercises

1）Define a＇boat＇using one or more characters，as well as an appropriate EXOR character so that it can be moved smoothly across the screen．
2）Extend the previous program by sailing the＇boat＇across some blue water，where it travels in front of a number of large and menacing reefs that push up out of the water．
3）Add some grassy hills which the boat sails behind．
4）Sail another boat in the opposite direction．When the boats meet，one passes behind the other．
5）Change the order of priority of the colours in the rectangle program so that yellow becomes the foreground colour and
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white the background. Only the yellow rectangle should be visible at the start, and the white one should only appear after the other two have been erased.
6) Add a fourth rectangle in a colour which becomes the new foreground, white now being a fore-midground colour and cyan a back-midground colour. Adjust the INKs so that any of the rectangles can be drawn or erased without affecting the others.

## . . . and artistry

In Chapter 4 we developed a program that enabled the user to draw on the screen and save the resulting picture in a file for future use. In this chapter we shall develop the program further and extend its facilities, so that standard shapes can be drawn and coloured in.

## Selecting options from the MENU

The earlier program relied entirely on keyboard input. Most programs of this type operate by displaying a MENU onscreen. This is a display showing the range of options currently available to the user. Typical options might be to rescale the drawing, select a new colour for shading, or draw a circle or rectangle (see Figure 6.1).

Selections are made from the menu by moving the cursor to the appropriate position on the screen. The computer notes the position of the cursor and implements the choice indicated by that position. This approach makes the program a lot easier to use if the menu meanings are obvious: it is no longer necessary to remember which key on the keyboard changes the line colour, which indicates you wish to draw a circle, and so on.

However, unless an alternative input device such as a joystick is available, some controls must still be operated by key depression: the most obvious being the movement of the cursor and the fixing of a point. Additionally we shall leave the

| Load <br> or <br> save | Change <br> colour | Shade | Clear <br> screen | Scale |  | $\square$ | $\boxed{ }$ |  |
| :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: |

Figure 6.1 A typical menu for a drawing program.
line-on/line-off choice as a keyboard control - it would be a tedious business to have to move to the menu every time this was changed.

Our new program will include options for selecting line colour (any of eight colours, including the background colour) and choosing to draw either single lines, a circle, a triangle or a rectangle. A further menu option will be a 'toggle' between colour-fill and no colour-fill, so that the user can either shade a closed figure in the current foreground colour or leave it empty.

Selection of a choice from the menu is shown by pressing the ' $\mathbf{f}$ ' (fix point) key once the cursor is in the right place. The computer will beep to acknowledge the choice. It can be a bit difficult to remember whether the circle-drawing mode is in operation or what the current foreground colour is, so we will provide a reminder. This will take the form of a character at the bottom left corner of the screen, which will always reflect the current situation. The menu itself will also be shown along the bottom of the screen, although its positioning is a matter of personal taste - you may prefer to run it down the left-hand side or along the top.

As before, we begin with a basic program:

```
10 MODE G
2% GO5ue 1000
E0 G0SuB 20eg
40 ENO
10日g Etartx=32g: sarty=2ge
1018 x=5tartx:y=5tgrty
1g20 foregroundeglour=1
1030 litedram=0
10z7 FEH Frint Fymbol at bottom left to
shom
igBe fem Gurrent Eituatibn - infoz Etart
g as yelicm lime
1039 REM because at start INK used is ye
llow Grd curear draue libes
1046 2пFOw=CHF{(47)
1050 LOGATE 1.24
1ESg PRINT infoz;
1070 menux=5:menuy=24
ig7% REM define trigngle: and colour-fil
|Po-colour-fil: Eymbols
```

```
#G0 5ЧMEOL -40,0,2, 5,10,1B,54,06,254
19% 5%MPOL 241,25c,12%,129,12%,129,127,
1%, 25 5
```



```
ENS O EO F
HGG BGATE m=nus, mETUY
能 PRINT OHFA+ S41%;
##E FOR GOLGuT=1 TO F
LISEPE GQNGMT
```



```
1#SGNEXT
11:G FEN 1
1目FEM Frint Eymbole for line, circle,
    TEctangie, trigngle, no-coidur-fili
```



```
24D)CHE& 2+1);
```



```
LOR FETUPN
1%% 隹 口lot cursor at Btart position
2000 GO5UP =000
```




```
2017 PEM \EME&E GurEOT Yia EYOR
2,O GO5DE J,##
```



```
ZgB GOSUE 400E
20]G FEM drG% G:NTED
240 GOEUP B0DE
EGGO WENO
OG日 FETUFN
```



```
3000 PLOT x,y,foregroundecuour.
30:0 IF linedraw=e THEN RETUPM
32D CRAW stort%, starty
SOZE FETURN
39% FEM rDUEiME %OSEGR KEYbOQRA for inf
ut arid implement chaige
```



```
401Q IF rESFORSE&="G" THEN y=y+马
```



```
403 IF reSFCREE&="," THEN < = 人-4
```



```
4Q4S REM EFGOE BGT HEFRESSiOR FiKES poiti
*
```
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```
4049 FEM if y gogrdingte high Enougt on
screen
4050 IF responset=" " AND Y%31 THEN GOS!
E 5000:1iredram=roregrourideglour
405G REM 0thermise Sfoce Ear indicates m
ET chaice
4060 IF resfonseq=" " AND Y&Z2 THEN GOSU
8 5000
406% REM lime GrGw Gn/gff togele
4070 IF responseq="1" THEN IF linedrom=0
    THEN linegrgh=foregroungcolour ELSE iin
Edram=0
4FOC RETURM
40%F FEM fermanent fi*ing of ling
```



```
5010 GOSUE 3000
```



```
50]0 Startx=u:starty=y
5000 RETUFN
5%% FEM menu choice - reiect if not on
meru
```



```
R0
6010 50UNO 7,400
6017 FEM x coorde384 Erons a colour char
3E is reeded
6020 IF *<334 THEN FOREgROUNGCOLDUR=TEST
(X,Y):GOSUR 7OQO:RETURN
bO2G FEM GhECK * coordingte co deduce ch.
Oice
G0E IF <&4LE THEN inFO&=0HR&(47):GOEUB
7BED:RETURN
6040 IF <<44E THEN infOD=CHFS(7%):GOSUE
700E:FETURN
```



```
    70OR:RETURN
```



```
    70日G: RETURM
AC&G REM must ES GQLDur-fill/mo-colour-f
il1 toggle
6070 GOSuB 15000
G0日G RETURN
7gug FEN foregroundgolour
7010 LOCGTE 1.24
```

```
7020
7OBO RETURN
IEOg FEM GOming UP SoDN:
15OD FETURN
```

This enables us to move the cursor and to make choices from the menu - although at present only the colour change actually works!

A menu choice is indicated if the y coordinate of the cursor is less than 32 when a point is fixed. Lines 4050 and $4 \emptyset 6 \emptyset$ could be combined into a single I F . . THEN ELSE statement, but are kept separate for clarity. Subroutine $6 \emptyset \emptyset \emptyset$ checks that the x coordinate is within the menu area, and then implements the choice depending on that coordinate. Subroutine $7 \emptyset \emptyset \emptyset$ prints the character info\$ to the bottom left corner of the screen: this string variable is changed whenever a new menu selection is made, so that it is always the right colour and symbol.

Adding the standard shapes is relatively straightforward, but we must think carefully about how these choices are implemented. Circle-drawing is not very fast, as we saw in Chapter 3, and so it would be unwise to continually draw/ delete a potential circle using EXOR, as the program would be unacceptably slow. Once the circle option is selected, it operates as follows: the first point fixed is taken to be the centre of the circle; the point next fixed is taken as a point on the circumference of the desired circle; the circle is drawn with a radius equal to the distance between the two points.

EXOR drawing of a triangle or rectangle is feasible as only a few lines are involved, but the two options need to work slightly differently. Once the first point on a triangle has been fixed, we still have no idea where the remaining points will be, but this is not the case with the rectangle. Once the first corner has been fixed, the position of the remaining corners depend entirely on where the diagonally opposite corner is placed. The rectangle option therefore involves the fixing of just two points. The first point is taken to be one corner of the rectangle, and the second that of the corner diagonally opposite.

Both the triangle and rectangle drawing options involve the movement of the cursor, but whereas previously EXOR


Figure 6.2 Fixing the position of a rectangle by identifying just two corners.
drawing has only involved a single line, here we need to draw and delete a number of lines simultaneously. These options would therefore need to be entirely separate subroutines that call the censor movement subroutine but not the line draw/ delete subroutine used the rest of the time. We shall settle for a simpler approach where selection of the triangle or rectangle option results in the shape being drawn only once an appropriate number of points have been fixed. This is less attractive than the constant display of the (potential) triangle or rectangle by EXOR drawing, but this is left as an exercise for the reader.

```
400% REH GHECk for Girclefrectangleftria
ngle mend choice
50@g FFINT GHR& 2З)CHFま(『);
EQQI IF EIMEle:O THEN GOSUR EOQD
5gQ2 IF rectangle>0 THEN OOSUB ogQG
500J IF triangle>0 THEN GOSUR 10000
5010 G05uE 3000
```


＊－fixed point
O－unfixed point
－．－－unfixed lines
－－fixed lines
Figure 6．3 Before the third corner of a triangle is fixed，two of its sides could be in any position．

```
5020 FRINT CHR事(2J)CHR婁(1);
5030 3tartx=人: starty=y
5900 RETURN
599 FEM menu choice - reject if not on
meru
6000 IF *@12E OR X:543 OR Y&16 THEN FETU
FN
6010 50UND 7.40日
601% FEM < coors<384 Erows a colour atan
ge iE Heeded
60EQ IF <<3g4 THEN foregroundeglour=TEST
(x,y):GOSUR 700Q:RETURN
s⿴巳g REM check x coordingte to deduce ch
Cice
6030 IF <<41s THEN inf0%=CHR悉(47):GOSUB
700B:RETURN
8040 IF <<448 THEN inf0%=CHR(#)79):G0SUB
700Q:circle=1:RETURN
6050 IF <<480 THEN inFOF=CHR事(2こ):GOSUE
```
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```
7000：rectangle＝1：RETURN
```

 7000：triangle＝1：RETURN
sobg FEM must be colour－fill／no－colgur－f i11 togele
6070 G0Su8 i seara
GOED RETURN
700g PEN Foregroundeovgur
7010 LOCATE 1,24
7020 FRINT infot
7025 IF $\ll 384$ THEN RETURN
$792 G$ REM new menu chaice－cancel frevig
us shoice
7030 circle＝ 0
7040 trigrie＝
7050 rectangle＝6
706O RETURN
7997 REM GirGle－drawing routine：cencre and point on circumference reguired
BODE IF Gircie=1 THEN GirElez? RETURN
geg ReM if we get here we have 2 points
needed and can find rodids
B010 $\mathrm{xd}=\mathrm{ARS}(x-s t a r t x): y d=\mathrm{AES}(y-5 t a r t y)$
8g20 radius=5日R(xd*×d+ydxyd)
8030 MOUE start $x$, starty+radius
3040 FOR Gngle=0 TO 2*PI STEF FI/ ©
Q日S ORAW startx+radius*SIN(angle), start
y+radiuskeos (angle)
0060 NEXT
3076 DRAW 三tartx, starty+radius
Beg flot startes starty, 0
BegG REM $\equiv$ Et flag back to 1 for next cir
cle
8096 ロircie=1
EIUR RETURU
3997 REM rectangle-drawing routine: two
corners required
Fgge if rectangle=1 THEN rectangleaz:RET
URN
F0.E MOUE Etarta, Etarty
GQZD ORAWR x-starto, foregroundeolour
9030 ORALR $\sigma, Y-\equiv t G R E y$
9040 DRAWR 5 Gartx-x, 0
G050 DRAWR 0, EtArty-y

```
70. REM set FIGE back to l for rieut rea
大日采1日
70,0 TE=t6n马15=%
907G FETUFN
99%% 民EM triangiE-drawing ro山tinE: trree
    Foimte requireg
10000 IF trigng1e=1 THEN trignglE=2:*1=4
:Y=Y:RETUFN
10010 IF triangle=? THEN triGngle=3:RETU
FN
HgEg MOYE - -
```



```
r
10C4% OFAL K1:Y1
10日S DRSN %, %
10g% FEM S@t Flag bact to l for ne%t tr
igngle
1006 tram0ci = = 1
BGTG FETURH
EOQQ FEM EOMIME LF EOQR!
SOLD FETURM
```

The selection of the circle－，rectangle－or triangle－drawing option is indicated by setting a flag to 1 ．Subroutine $70 \emptyset \emptyset$ is extended so that selecting any option sets the flag for the others to $\emptyset$－otherwise the computer might try to draw a triangle AND rectangle，for example！Line 7025 is included because we don＇t want to reset the flags if the menu choice has only involved a change of colour．

As the three figure－drawing options will only be im－ plemented once the right number of points have been fixed， the check for these options is placed within the point－fixing routine，subroutine $5 \emptyset \emptyset \emptyset$ ．If the flag for a particular option is greater than zero，the appropriate subroutine is called，lines 50】1－50】3．

The figure－drawing subroutines at $80 \emptyset \emptyset, 9 \emptyset \emptyset \emptyset$ and $1 \oslash 0 \emptyset \emptyset$ all have one thing in common．If the number of points fixed since the option was selected is not yet great enough，the flag is increased in value by 1 to indicate another point fixed， and the subroutine then ends，lines $8000,9000,10000$ and 10010 ．Effectively the flag is also used as a counter to show how many points have been fixed．Two points must be
fixed before the circle or rectangle options can work, and three points are needed before the triangle option can operate.

Once the right number of points has been fixed the subroutine draws the figure and sets the flag back to 1 . This means that once, for example, the circle-drawing option has been chosen, circle will continue to be drawn until another option is chosen from the menu. Don't forget this - it's very easy to try to draw a line while in rectangle or triangle mode, with unexpected results!

The structure of the program means that you could use the same approach to add further figure-drawing options to the menu, to make it easy to draw ellipses, diamonds, etc.

## Exercises

1) Extend the range of colours displayed by the menu to 10 of your own choosing.
2) Introduce a 'clear screen' command onto the menu. This clears the entire graphics area to the current foreground colour.
3) Add a new figure-drawing option which allows the drawing of arcs. You will need to specify three points: the centre of the circle of which the arc is part, and the start and end of the arc.

## Colour it in

We now come to the colour-fill routine. The Amstrad does have a command that enables large areas to be filled with a colour, the WINDOW command, but unfortunately this is related to text coordinates only. We must therefore devise our own method for colouring a graphics area.

It is clear that to be completely sure of filling a closed figure with colour we will have to examine the state of every point within the figure. We will tackle the problem in stages, first devising a routine that will colour every point on a line and then extending it.

Suppose we choose an arbitrary point within our figure. We can colour all points that lie on the same line in two stages. First, the point to the left of the present position is examined
direction of plotting
O - start point

- plotted point
- edge point in non-background colour

Figure 6.4
using TEST. If it is in the background colour, the point is plotted in the present foreground colour. This point becomes the new 'start' point, and the point to its left is examined. The process is repeated until a point in a non-background colour is encountered - this must be the edge of the figure (see Figure 6.4).

Effectively a line has been drawn from the initial point leftwards to the boundary of the shape. The remaining points on the line can be coloured by repeating the whole procedure from the start point, only this time points to the right are successively examined. The following routine carries out the line-filling using the procedure described:

```
1 REM this is a program in its own right
2 REM Olthough the subrautines ete will
3 FEM te imicorporated into our main prog
rarm
10 MODE G
1% FEM dMOw your Own ミhGfe here - this i
g a triangle
2g MOYE 2g0.100
36 DRAH 450, 350
40 DRAW 340,400
50 ORAW 2OU,10G
54 REM Ghoose 10 random foints and flot
innes From them
5 fof count=1 TO 10
59 REM random foint within the triangle
G0 rand=INT(RNO(1)*2J0) : xtere=210+rand:y
here=11日+rand
70 foregroundcolour=1:yfili=ytere
7 7 \text { REM fill Foints to left of the point}
30 xinc=-4:xfill=where
70 GO5UB 10000
FG REM now foints to right - don't forge
t Etart foint itself
```

```
%% REM EO tegin one flace to left
100 <inc=4:xfill=xhere-4
110 G05ue 18000
120 NEXT
130 END
17%97 FEM check foint by foint to the le
Ft or right
1S000 t=0:WHILE E=0
10010 <fill=人fill+Ninc
13020 t=TEST(<fill,Yfill)
1BQ2B REM if t=0 Foint is in background
colour
1302? REM and so must be flotted
18030 IF t=0 THEN FLOT <fill,yFill,fores
roundeglour
1EO40 WENC
18G50 RETURN
```

Subroutine $18 \emptyset \emptyset \emptyset$ is called twice with different increments to the $x$ coordinate: initially the increment is -4 (examining points to the left) and then +4 (examining points to the right). (Note that this increment will vary with the mode - the resolution in mode 1 is higher and an increment of $+/-2$ would be required.)

You can confirm for yourself that the routine always works by drawing a different shape at the start and setting $x$ here and $y$ here to any coordinates within the figure.

What happens if the point lies outside the figure? Unfortunately the TEST command is of little help here, and one of the Amstrad's other capabilities works against us. If the initial point is not within a closed figure, the Amstrad will carry on examining points to the left, even when they go off-screen! The TEST command regards a point off-screen as being in the background colour, and the computer, treating its examination of points as unfinished, will carry on taking 4 from the $x$ coordinate even if the x coordinate has become -1000 !

There are several ways around this. We can include a test on the value of xfill:

```
Sg FEM Fandon Foint deliterately outside
    the triangle
1000E t=0:WHILE =O GND KFill%O AND <Fil
1<2%
```

This obviously slows the program down, as the $x$ coordinate for every point must be tested. An alternative approach which is faster is to draw a 'frame' around the edge of the screen. The computer will stop plotting points when it reaches the edge of the screen as the next point is in a non-background colour.

Our routine for filling in single lines is now complete. How can we extend it so that it fills a figure? One way is to examine the points immediately above and below the line we have just filled. If a point is in the background colour, its coordinates can be stored in an array to make sure it serves as the starting point for another line drawn later (see Figure 6.5).
these points have their coordinates

- points in background colour
- pe coloured later so they can

Figure 6.5
It might seem that we need only continue testing points until we find one in the foreground colour, but some shapes require the testing of every point, as in Figure 6.6. Only some of the vertical parts of the figure would be coloured unless every point above the line was checked. The checking of every point is rather time-consuming, and we here have to make a choice between efficiency and perfection. Do we want a fast colour-fill routine which sometimes fails, or a slower routine which will always colour the points within a shape, no matter how convoluted it is?

An imperfect routine which nonetheless successfully fills many shapes involves the checking of only 4 points:

```
10 MODE a
14 FEM array to hold cograinates of non-
coloured Foints
15 0IM - (30日),Y(300)
1% REM Ergw your own shafe rere
20 startx=150:starty=150
30 MOUE startx, starty
40% DRAMR 10G, %
```


－－－most recently plotted line
1 －points just above the line here will be coloured
2 －points just above the line here are already coloured，so checking will go no further
3 －points here are uncoloured and will remain so unless every point above the plotted line is checked

Figure 6.6

```
50 DRAUR 0. 100
ED DFALF -10日, 区
70 ERAWR D,-100
78 FEM x and y are soordingtes of a foir
!
7% 只品Hithin tre ErGFE
80 x=200:y=200
g0 foregroundcolgur=1
100 G05ue 25000
110 FRINT OHF生 23)GHRま(0);
95% ENO
15000 begin=2:finish=1
15010 xrimi=u:yfili=y
15020 <(2)=x:y(2)=y
SOSG FRINT CHR生(2S)CHR音(0);
ISO40 FLOT X,Y,0
```

```
15050 G05UE 18000
5060 GOSUE 17000
15070 PRINT CHR&(2J)CHR&(1);
150SQ IF circle>g Of rectangle>0 OR tria
ngle%g THEN FLOT *,y,Foregroundcolour
IEOG0 RETUFN
1599% REM Check EOlour of fresent foint
15000 where=wfill:yhere=yfill
16010 IF TEST(Xfill,Yfili)&0 THEN RETUR
N
1&020}\times2\textrm{nG=-4
16029 REM GHEGK GOLOUT OF all foints to
tis left
15030 G0Su8 15G00
16040 xfill=xhere-4:yfill=yhere
16047 FEM check colour of all foimts to
Gi= right
16050}\times200=
16060 G050B 18000
16日70 RETURM
16%%% REM keep checking points in list u
mitil they're all torie
17000 wHILE EESin<>(firist+1)MOD 300
17010 <fill=%(begin):yfill=y(bEgin)
1702g begin=(tegin+1)M00 300
17030 GOEUE 16000
17040 WEND
17050 RETURN
170%0 FEM check foint by point to thee le
Ft or right
18006 t=0:WHILE t=0
18010 xFil1=xFil1+xinc
13020 t=TEST(xfill,YFill)
1803日 IF E=O THEN FLOT MFill,yfill, fores
roundeglour
1804D WENO
18050 <fill=xfill-xinc:yfill=yfillo-2
180SG REM if point on line below is not
coloured, save it
10060 IF TEST(xfil1,yfili)=0 THEN GOSUE
19000
18070 yfill=yfil12+4
18077 REM if point on line obgve i\equiv not
coloured, Eove it
```

```
18080 IF TEST(xfill,yfill)=0 THEN GOSUB
19008
130%G FETURN
18997 REM store coordinotes of uncoloure
d Eoint ee it can be coloured later
19000 finish={finish+1)MOD 300
19010 (f(finish)=人fill:y(fimish)=yfill
1Fg2g RETURN
```

Try running the program with a variety of different shapes. It only examines points diagonally above and below the ends of the present line. As a number of lines will be filled, the coordinates of their ends are saved in the arrays $x(), y()$. Two pointers, 'begin' and 'finish' indicate positions in the array; 'begin' gives the number of the array elements containing the $(x, y)$ coordinate of the next point to be examined, and 'finish' gives the number of the next 'free' array elements in which the coordinates of new non-coloured points can be stored.

For example, after the first line has been drawn, it is quite likely that the four points above and below the line will be found to be in the background colour, and their coordinates will therefore be stored in the arrays $x()$ and $y()$. Subroutine $1700 \emptyset$ successively examines each point whose coordinates are in the array, and subroutine $16 \emptyset \emptyset \emptyset$ sets up the examination of points on either side of this. The points are coloured in subroutine $18 \emptyset \emptyset \emptyset$, until a point not in the background colour is found, line 18030 , when the search ends. Lines 18050 to 18080 then check the colour of the points diagonally above and below the end-point, and subroutine $19 \emptyset \emptyset \emptyset$ stores them if it turns out they are in the background colour.

Lines $170 \emptyset \emptyset$ and $190 \emptyset \emptyset$ contain a MOD because the arrays are treated as circular. Obviously we cannot know how many coordinates the computer needs to store, and 300 seems a

reasonable number．A large and complicated figure might require more，however，but we can avoid having to set up an even larger array by re－using the earlier elements．This will not result in any loss of data：by the time we need to use the lower array elements again they will have been examined and are no longer needed．

The routine fills $90 \%$ of a circle，but fails towards the top and bottom where the arc contains short horizontal lines．These are examined and found not to be background points，and the program abandons the colour－fill because it appears to have reached a boundary line．We can avoid this problem with very little deterioration in speed simply by examining two more points：

```
10 FEM rectangle with a vertical arm*
ab startx=150:starty=150
30 MONE Etartx, Etarty
4日 DRANR 10D,D
50 DRANF 0. IOQ
5S ORAWR - 10,0
50 DRALR 0.50
5% DRANR - ED, D
5B DFANF 0, -50
OD DRAWR - 30,0
70 DRAWF 6, -100
160⿴囗 *here=ufill:yhere=yfill
1G010 IF TEST(YFill,YFill)<,
N
16020}\times2nc=-
160z% REM Gheck GQlour af all foints to
tiE left
16030 G05uE 1eg00
16031 REM KEEF coordinates of left End o
f linie
SG0J2 left人=人fill
16040 vrill=utere-4:yfill=yhere
1604F REM Gheck coiour of all Foints to
tis right
10050 <inR=4
16060 GOSUR 18000
1b0tl FEM keEf coprdinates of rigrt end
of line
16062 rigrt*=*Fi12
```
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```
O
BG&4 FEM FOiHtS GEDVE ang below mia-Foi
TE GE HEII
```



```
-
```



```
10000
&Sg<7 y'111=ytEre+a
LGES IF TESTOYIMI,YTiN1%=0 THEN GOSUE
4%00
```



```
ジヒセr
A EGTE FETUFM
```

This successfully fills circles，and only fails on shapes with vertical branches which join the main region at a horizontal line．The position of the initial point makes a difference as to how much of the region is coloured．If any failure occurs the remaining area can be filled by using a new start point，so the routine seems to offer a good compromise between speed and perfection．It can be incorporated into the main program as follows：

```
15 DIM %(300),Y(300)
5031 IF Fill=1 AND Circle=G AND rectangi
E=0 AND triGTGIE=0 THEN GOSUR 15000
6069 REM must be colour-fill/mo-colour-f
i11 t0G91E
S070 IF fill=1 THEN fill=0:fil1%=0HF韦:24
1) ELSE fil1=1:fiII$=CHR&(?33)
GOSO LOEHTE 17,24
6090 FRINT Fil1&;
SIOQ RETURN
8071 IF Fill=1 THEN x=stortx:y=starty:E0
SUB 1.5000
FOS1 IF fill=1 THEN }x=(x+startx);?:y={y
startyy:g:GOS|P 15000
10061 IF fi11=1 THEN }x=(x+5\pmartx+x1)/3:
=(y+5tarty+y1%;z:GOSUR 15000
10071 REM tren sdd tre fill routine from
    1IRE 15000
10072 FEM to 1ine 19020
```

Colour－fill is implemented beginning at any point fixed after
the option has been chosen. Colour-fill may be operating at the same time as the circle-, rectangle-, or triangle-drawing options, in which case the figure is drawn and automatically filled in by the computer choosing a start point within the figure, lines $8091,9 \rrbracket 61$, and $1 \rrbracket \emptyset 61$. The other possibility is that colour-fill is being used to fill some other shape, and this is catered for in 5031 . Note that you must switch colour-fill off if you wish to be able to draw lines - the program will otherwise interpret the fixing of a point as the position for start of colour-fill and try to fill the screen with colour!

## Exercises

1) As individual points are plotted in the colour-fill routine, it is easy to use combinations of colour to fill a figure by, for example, toggling between different foreground colours at line 18030 . Add a menu option to allow colour-fill with a mixture of any two colours selected from the rest of the menu.
2) A flaw in the present program is that colour-fill stops as soon as any point not in the background colour is encountered. This would make it impossible to colour-fill any shape that has been drawn on an area already colour-filled - a blue door could not be coloured against the background of a red house, for example. Modify the program so that colour-fill fills any figure, no matter what other colours are present.
3) Extend the colour-fill algorithm in the direction suggested, so that it will work perfectly for any shape.

## Save the masterpiece

Now that we can create a colourful picture it would be nice to save it. In Chapter 4 we stored details of the coordinates of points and lines in several arrays which were then saved as a file. The same approach could be applied here although the program would require some modification: we would need to know if points were used in the circle- or rectangle-drawing options, and we would also have to note if a figure was
colour-filled or not.
An alternative is to save a copy of the entire screen display instead. When we want to view or extend the latest masterpiece, it can be loaded back onto the screen and we can carry on drawing using the usual menu options. This method has the advantage that it can be used with the program as it stands.

Saving the screen is only a particular example of the facility that the Amstrad has for saving a copy of a section of computer memory. As we have noted previously, the screen display is a representation of part of the computer RAM. By saving the appropriate memory locations we effectively store a copy of the screen on tape.

The Amstrad needs some information to save a copy of the memory: where the section of memory starts and how long (in terms of bytes) the section is. This information is also saved, and so there is no need to provide it when loading back into the computer.

The routine for loading and saving are easily incorporated into the program, being called from the keyboard by depression of ' $\mathbf{i}$ ' (for input) or ' $\mathbf{0}$ ' (for output) respectively:

```
4080 IF resfonset="i" THEN G0SUE 11000
4090 IF responseq="O" THEN GOSUE 12000
10979 REM set uF window so that ficture
is not disturbed
11000 WINDOW 1,20,24,25:PEN 1
11010 PRINT "To lood a ficture"
11020 INPUT "Picture name";picture%
11030 LOAD Picturet
11040 CL5
11047 REM set window to whole screen and
    print menu again
11050 WINDOW 1,20,1,25
11060 GOSUE 1000
11070 RETURN
12000 WINDOW 1,20,24,25:FEN i
12010 PRINT "TG save a picture"
12020 INPUT "Picture name";ficture$
12029 REM sove picture from top left loc
ation to bottom right
12030 SAVE Ficturea,8,&CODO,&3FCF
12040 CLS
12050 WINOOW 1,20,1,25
```

12060 605U日 1006
12070 RETURN
Subroutine $120 \emptyset 0$ carries out the saving of a screen file. It is vital that the picture is not overwritten by messages as the screen is saved, so a window is set up at the bottom of the screen, temporarily obliterating the menu. Line 12030 saves the picture: B indicates a binary file (the format required for saving a section of memory), $\& C \emptyset \emptyset \emptyset$ is the hexadecimal address of the start of screen memory, which happens to be $\& 3$ FCF bytes long. Once the file has been saved the menu is redrawn and the program continues.

Subroutine $11 \varnothing \emptyset \emptyset$ loads a picture, and is very similar to the save routine, although the LOAD command at 11030 has a much simpler format. Loading a picture is quite intriguing: the picture is not built up from top to bottom as one might imagine, but as a series of widely separated 'strips' across the screen. This is a reflection of the complexity of the screen organisation, where numerically consecutive memory locations are often several screen lines apart.

## Exercises

1) Add a 'zoom' option to the menu, so that the picture can be redrawn to a different scale. (You may prefer not to colour-fill any scaled figure, to speed things up.)
2) Add a routine which allows you to input text from the keyboard, and then position it on-screen.
3) Modify the program so that any of the non-flashing colours in mode 0 are available for drawing.

## Transformations

## Transforming a shape

In earlier chapters we have seen how points can be moved and then fixed once they are in the desired position on-screen. However, we may well wish to move not a single point, but a complete figure, and the movement may not always involve simply shifting the entire figure one pixel in the required direction. In many situations it is useful to be able to carry out a series of TRANSFORMATIONS on a figure.

We have already met the simplest transformation TRANSLATION, which is the movement of a point or number of points in a single direction. Essentially all our keyboard controls to move up, down, left or right cause the translation of the point or character concerned one pixel in that direction. We can easily extend the previous program so that entire figures can be transformed:

```
1 REM baE日g on the 'growing frogam' of a
hapter 4
2REM Cronge/ady the following lines
3 REM to the Earlier program
4 REM note all bther oftions will work t
ut you car't
5 REM GHange the colour of the figume
EEM GdE that For yourEelf:
OE FEM FEad data for figure
&4 REM figuTE is flgg - set to i whenfi
gure 2E moyes
SE Figure=0:moveflgg=0:G0SuE 7000
20g fEM oniy delete foint ir werre not
moving a figure
2010 IF figuTE=Q THEN GOSUE 1gOQ
2GGS REM Fix figure Ey pressing SFGCe Ea
r
```

```
2070 IF resfonset=" " THEN IF figure=01 T
HEN GOSUB 3000:linedraw=foregroundcolour
    ELSE figure=9
2077 REM draw/delete figure if flog set
2080 IF figure=1 THEN GOSUR 10000 ELSE G
OSUB 10GE
2083 REM draw figure when 'f, fressed
2085 IF responset="f" THEN GOSUB 10QQ:IF
    moveflag=0 THEN GOSUB 110g0:moveflag=1
2086 IF resfonseq="F" THEN x=%(nooflines
):oldx=x:y=y(nooflines):oldy=y:figure=1
8999 REM read dato for figure
F0g0 READ nooflines
9010 FOR count1=1 To nooflines
7020 READ x(count1),y(count1),1(count1)
90.30 NEXT
9040 RETURN
9049 REM data to draw hexagon
90.50 DATA 7,300,100,0,400,100,1,490,190,
1,400,230,1,30日,230,1,210,170,1,300,100,
I
9997 REM only draw/delete figure from ol
& positian
9978 REM if it hos been moved
9999 REM tronslation routine
10000 IF Dldx=x AND Oldy=y THEN RETURN
10009 REM delete old figure
10010 GOSUB 11000
10019 REM calculote change in position
10020 changex=k-0ldx:changey=y-aldy
10030 01dx=x:01dy=y
10039 REM update all coordinates
10040 FOR lロロP=1 T0 no口flines
10050 IF changex=0 THEN y(l00F)=y(l00R)+
changey ELSE K(lDOF)=N(100F)+changex
10060 NEXT
1006? REM argw figure to new position
10070 GOSUR 11000
10g80 EETURN
10999 REM drow figure routine
11000 FOR lOOP=2 TO nOOFlinES
11010 IF 1(100F)>0 THEN MOUE <(100F),Y(l
OOP):DRAW *(1OOF-1),`(100P-1),1(100F)
11020 NEXT
11030 RETURN
```

Translation is the simplest transformation to program, but it is a 'one-off' in the sense that the approach used is not applicable to any other transformations such as the rotation of a figure. A more generalised method is to use MATRICES.

## Matrix transformations

We can rotate, enlarge or reflect any figure that we can draw simply by multiplying the coordinates of all the points on that figure by an appropriate matrix. I will give a brief résumé of matrix multiplication, although an understanding of it is not essential to use the programs that follow.

Two matrices can be multiplied by multiplying the numbers in every row of the first matrix by the numbers in every column of the second matrix, as in Figure 7.1. The answer on the right is achieved by adding together the results of the multiplication of each element in the row of the first matrix by the elements in the columns of the second. The first matrix might contain more than one row or more than two columns, but in this case we are considering the transformation of a single point with just two coordinates.

$$
\begin{align*}
\left(\begin{array}{ll}
2 & 4 \\
1 & 2
\end{array}\right) \quad & =(3 \times 2+5 \times 1 \quad 3 \times 4+5 \times 2)  \tag{35}\\
& =\left(\begin{array}{ll}
11 & 22
\end{array}\right)
\end{align*}
$$

Figure 7.1

A variety of different matrices of the second form can be used to, for example, rotate a point clockwise by 10 degrees, or enlarge a figure by a factor of 1.5 , etc. Because the result of the matrix multiplication has the same form as the original 2-element matrix, we can transform the new figure still further if we desire, by multiplying it by a different transformation matrix as in Figure 7.2.

$$
\begin{align*}
\left(\begin{array}{ll}
1 & 2 \\
3 & 2
\end{array}\right) \quad & =(11 \times 1+22 \times 3 \quad 11 \times 2+22 \times 2)  \tag{1122}\\
& =(7766)
\end{align*}
$$

Figure 7.2

| $\left(\begin{array}{ll}2 & 4 \\ 1 & 2\end{array}\right)$ | $=\left(\begin{array}{ll}1 & 2 \times 1+4 \times 3 \\ 3 & 2\end{array}\right)$ |
| :--- | :--- |
|  | $=\left(\begin{array}{rr}14 & 12 \\ 7 & 6\end{array}\right)$ |
| $\left(\begin{array}{ll}3 & 5\end{array}\right) \quad\left(\begin{array}{rr}14 & 10 \\ 7 & 6\end{array}\right)$ | $=\left(\begin{array}{ll}3 \times 14+5 \times 7 & 4 \times 2 \\ & \end{array}\right.$ |
|  | $=\left(\begin{array}{ll}77 & 66\end{array}\right)$ |

Figure 7.3

In fact we can simplify the process still further. We could get the same result by first multiplying our two transformation matrices together, and using this new matrix to carry out the transformation of the original point all in one go, as in Figure 7.3.

The main disadvantage of using $2 \times 2$ transformation matrices is that it is not possible to represent translation as a $2 \times 2$ matrix. This prevents us from adopting a completely general approach. Whereas we could reduce the whole series of matrices needed to enlarge, rotate and reflect a figure to a single matrix, translation stands outside the system. We can extend the matrices to $3 \times 3$, in which case translation can be incorporated using an appropriate matrix. As we are already familiar with one approach to translation, we shall retain the $2 \times 2$ matrices at the cost of having to treat translation as a special transformation not amenable to the same matrix manipulation as the other transformations.

## Rotation

Two matrices can be used to rotate a point respectively either clockwise or anticlockwise about the origin, as in Figure 7.4. Comparing the results of the multiplication we can see that the only difference is in the signs of the matrix products. If we denote clockwise rotation by setting the variable 'rotate' to -1 , and anticlockwise rotation by setting 'rotate' to 1 , we have a single equation that produces the coordinates for rotation in either direction, as in Figure 7.5.


Triangle 1 is rotated clockwise to 2 by 30 degrees by:

$$
\left(\begin{array}{ll}
3 & 4 \\
4 & 4 \\
3 & 6
\end{array}\right) \quad\left(\begin{array}{lr}
\cos 30 & -\sin 30 \\
\sin 30 & \cos 30
\end{array}\right) \quad=\left(\begin{array}{ll}
4.6 & 2.0 \\
5.5 & 1.5 \\
5.6 & 3.7
\end{array}\right)
$$

Triangle 1 is rotated anticlockwise to 3 by 20 degrees by:
$\left(\begin{array}{ll}3 & 4 \\ 4 & 4 \\ 3 & 6\end{array}\right) \quad\left(\begin{array}{cc}\cos 20 & \sin 20 \\ -\sin 20 & \cos 20\end{array}\right) \quad=\left(\begin{array}{ll}1.5 & 4.8 \\ 2.4 & 5.1 \\ 0.8 & 6.7\end{array}\right)$
In a more general form rotation clockwise by $\theta$ degrees is given by:
(xy) $\left(\begin{array}{cc}\cos \theta & -\sin \theta \\ \sin \theta & \cos \theta\end{array}\right)=(x \cos \theta+y \sin \theta-x \sin \theta+y \cos \theta)$
and rotation anticlockwise by degrees:
( $x$ y) $\left(\begin{array}{rr}\cos \theta & \sin \theta \\ -\sin \theta & \cos \theta\end{array}\right)=(x \cos \theta+y \sin \theta-x \sin \theta+y \cos \theta)$

Figure 7.4
new $x=$ old $\times \cos \theta+$ rotate $\times$ oldy $\times \sin \theta$
newy $=-$ rotate $\times$ old $\times \sin \theta+$ oldy $\times \sin \theta$
Figure 7.5

We can extend the previous program that enabled us to translate a figure so that it can also be rotated:

```
ZOSJ FEM dram Figure wren ; F' prESE巴&
2OB4 REM EURT figure wher, t; preseed
```



```
HEN GOSUE LGQG:IF mOVEFIGG=G THEN GOSUE
1000:moyEF1G9=1
```





```
-087 IF respOnEE&="t" THEN GOSUE IQOOQ
120g@ REM we:ll use tris in a mintue?
12Q7 FEM SE: GOE GMd SIN to GcGEFt degr
セここ
12gge FEM rotgtign is at g degreg interu
G1E
```



```
e 1inos 12020,30,100
12010 DEG
```



```
12030transFormy1=005(5)
12040 rotstopt="*
10@4% REM EOntimue turning &igure until
*'Fressed agair
#G5G HHTLE FOtStOP******
```



```
120\leqslantg REM Eet rotate' to indirate direc
tign ar turn
```



```
1207G KEM tun# GHti- ar Glgckwise if a
    OR E Fresceg
#@\OmegaQ IF rotstofo="G" THEN MDtatE=-1
12090 IF ratstQP&="G" THEN FOtGtE=1
1%00 IF rotate<% THEN GOSUE IN000:*rar
EFormy=5IN(s)*rotate:trarsformyl=-SIN(5)
```



```
I2ILD WENO
LI1% FEM TEStore grigincl FOiMt
12120 GO5UE 1000
1213G FETURP
12G9G PEM GenEral trangroTmation routzne
1999% REM (EMEEFt FOT the EFECiGl EOEE O
f tranE2atian)
1000 FOF LDDF=1 TO noofi土nes
```



```
rey
```

```
1302@ < (100f)=transform***1+transformy*y
L+centrex
```



```
* % centrey
13040 NEXT
ISBSR RETURN
```

Note that rotation is about（ $\varnothing, \emptyset$ ）only．It is more useful to be able to choose our own centre of rotation，and this is fairly easy to cater for：

```
1200% GOSUE $4090
13797 REM Fo set centrefor rototion
13978 REM noti&e similarity to aO3B-E0
139% REM could te rewritren as another
subrautine
1400g certreq=""
14010 GO5|P 1000
14019 REM シcgn keyboord ur!til centrefix
EJ by'f;
```



```
14030 GO5UB 1000
14040 CEntrew=LOwERま(INKEYま)
1404P REM move centre uf/down/left/right
/ロせC
14050 IF こentreq="a" THEN y=y+こ
14050 IF EEntreq="2" THEN `=y-つ
14076 IF centret="," THEN ๙ニxー4
140日0 IF Eentre主="." THEN x=x+4
14096GEUR 1G0G
14100 HENO
14109 REM recora centre coordimatas and
jelete Faint
14110 Eentrex=%:centrey=y:G0SuR 1000
1412O RETURN
```


## Enlargement and reduction

We saw in an earlier chapter that enlargement or reduction of a figure was relatively straightforward，although at the time we had no control over the centre of enlargement．Using the matrix method we can introduce some interesting enlarge－ ments involving a variation in the scale factor in the $x$ and $y$ directions，which will stretch the figure concerned along its $x$ or $y$ axis，as in Figure 7．6．Let＇s add this facility to our program：


Triangle 1 can be enlarged to 2 by：
$\left(\begin{array}{ll}3 & 1 \\ 5 & 1 \\ 3 & 2\end{array}\right)$
$\left(\begin{array}{ll}2 & 0 \\ 0 & 2\end{array}\right)$
$=\left(\begin{array}{rr}6 & 2 \\ 10 & 2 \\ 6 & 4\end{array}\right)$

Differing values on the diagonal result in＇stretches＇parallel to one of the axes：
$\left(\begin{array}{ll}3 & 1 \\ 5 & 1 \\ 3 & 2\end{array}\right)$
$=\left(\begin{array}{ll}3 & 3 \\ 5 & 3 \\ 3 & 6\end{array}\right)$

In a more general form，scaling or stretching is given by：
（ $\mathrm{x} y$ y）$\left(\begin{array}{ll}n 1 & 0 \\ 0 & n 2\end{array}\right)=\left(\begin{array}{ll}n 1 \times x & n 2 \times y)\end{array}\right.$
Figure 7.6

```
E凹77 REM drow/delete figure if fiag set
20日g IF figure=1 THEN GOSUR igQG0 ELSE G
05UB 1006
20S2 FEH scale figure when, s' pressed
2083 REM draw figure when :f; pressed
2034 FEM turn figure witen 't pressed
ZBQS IF resforset="f" OR responset=":" 0
F resfonsed="今" THEN GOSUP 10日G:IF move?
1ag=0 THEN GOSUE 11G00:movefigg=1
20SE IF resfonset=";" OR responses=":" 0
R rosfonseq="ミ" THEN <=人(nocflines):01J*
```

```
=x:y=y(nacilines):0ldy=y:IF TEsponsea="?
* THEN figure=i
20g7 if resfonsea= "* THEN GOSUE I20Gg
208日 IF responseq="E" THEN GOEUP 15000
15000 REM we'11 use this in a minute
15010 transformy=0
15020 5ransrorm<1=0
150J0 scalestopa=**
S0JF REM continuE Ecaling figure until
's' Fressed
5040 WHILE \Xicalestopt<%"s"
```



```
I5G57 REM Ecale factors can te changed b
Y
5058 REM modifying the values in innes
15070,80
S05% REM trangFgrmx set to indicate Eca
117%
15060 tranErarms=0
Lbeg REM enlargement by 1.d if 'e' fres
Eed
15670 IF Ecalestapa= en THEN transform\alpha=
1.1:Gransformy1=1.1
1507% REM reduction by 0.9 if 'r' fresse
d
15080 IF Ecalestopa= r" THEN transformx=
0.7:6ransrormy1=0.0
15G%0 IF tranEform<<>日 THEN GOSUR 11ga0:
GOSUE 130日0:GOSUE 1%000
1510U WENO
15110 GOSUE 10gQ
15120
```

As before，it is better if we can select the centre of enlargement／reduction：

```
15000 605UB 14006
```


## Reflection

Reflection in the x or y axis can be carried out using the matrices shown in Figure 7．7．As with rotation，these are essentially the same matrix．We can only see the reflection if we move the axes，of course，otherwise the result will be drawn off－screen！

| （ x y） | $\left(\begin{array}{rr} 1 & 0 \\ 0 & -1 \end{array}\right)$ | $=(x-y)$ | （reflection in the $\times$ axis） |
| :---: | :---: | :---: | :---: |
| （ x y） | $\left(\begin{array}{rr} -1 & 0 \\ 0 & 1 \end{array}\right)$ | $=(-x y)$ | （reflection in the y axis） |

Figure 7.7

```
20E1 REM mirror image when 'm: fressed
2082 REM scale Figure wher 's' pressed
2083 REM draw Figure when 'f' Fressed
20e4 REM Eurn Figure when 't preseed
```



```
R resporiset="s" of resfunseq="m" THEN GO
SUB \(1000:\) IF moveflag=0 THEN GOSUE 1100 G :
moveriag=1
2036 IF 「eミคロクミセま="f" OR 「esfonsed="t" 0
R \(\mathrm{resfonseq}=\) "ड" OF resfonses="m" THEN \(x=\)
4(nooflines) :oldx=x:y=y(nooflines):01dy=
```



```
2087 IF 「Esponsez="t" THEN GOSUE 12000
208e IF resfonses="ミ" THEN GOSUE 150 EQ
15996 REM the axis of refiection can onl
y be horizantal
15997 REM or vertical - indicate its FOE
ition 6
15978 FEM moving the foint and then fres
E ' \(N\) ' \(\operatorname{ar}\) 'y'
15999 REM to Eelect the oxis
16000 GOSUR 14000
15010 Q×i
```



```
16030 G
16040 IF \(0 \times i \equiv 末=" \times "\) THEN transform\&=1:tro
nsformy1=-1
16050 IF \(\alpha \times i=t=" Y\) THEN tronsrormx=-i:tr
arisermma =
\(160 \leq 0\) WEND
16070 G05U8 11000:G05UE 13000: GOSUE 1106
0
16080605481000
LGOOD RETURH
```

Reflection in a specified line is trickier，and involves other transformations．

## Shearing

Shearing involves a movement parallel to the x or y axis: the amount of shear at a point depends upon the distance from the shear axis:

```
208.4 REM 'Push' figure (sheor) when 'P'
preseed
2085 IF responseq="f" OR responses="t" O
R response$="s" OR responses="m" OR rese
0nses="p" THEN GOSUB 1000:IF moveflog=0
THEN GOSUE 11000:moveflog=1
2086 IF response$="f" OR responses="t" O
R responses="s" OR responses="m" OR resp
onseq="p" THEN x=x(noofiznes):Oldx=x:y=y
(nooflines):0ldy=y:IF responseq="f" THEN
    figure=1
2087 IF response%="t" THEN GOSub 12000
2088 IF response%="s" THEN GOSUB 15000
203% IF responses="m" THEN GOSUB 16000
2090 IF responseq="p" THEN GOSUB 17000
20%5 WEND
16993 REM shear routine very similar to
reflegtion
16979 REM again these could be combined
to gne routine
17000 GOSU8 14000
17010 OMis$=""
17017 REM shear by 1 unit for every unit
    distance
1701E REM from the axis - you may find t
his too much
17019 REM if so make 17020,30 fractional
17020 transformx=1
17030
17039 REM scan keytoard until x or y axi
s seiected
17040 WHILE axi\Xi%<<"x" AND axis$(\"y"
17050 axis$=LOWER&(INKEY音)
170S0 IF axiEs="x" THEN transform\times1=0:tr
ansfarmy=1
17070 IF axis$="y" THEN transform\times1=1:tr
ansformy=0
17@2O WEND
```


## Exercises

1) The transformations in the program are all carried out on a figure whose coordinates are read from DATA statements. Add routines to the transformation program so that you can first draw a figure on-screen and then transform it.
2) Modify the program to include an option so that the previous positions of the figure remain on-screen when it is transformed. (This can produce some interesting patterns.)
3) The various transformation matrices can also be used to good effect to produce patterns. We touched on this in Chapter 4, when we saw that repetitive rotation and enlargement of a figure gives some striking results. Write a program which allows you to specify a transformation or series of transformations to be carried out on a figure. You are also able to choose the number of times the transformation will be repeated on the new figure which is drawn. Once you have completed your specification, the computer carries out the transformations repeatedly, and displays all the figures which result. You might like to draw each figure in a different colour for a better effect.
4) CAD (Computer-Aided Design) programs often contain standard shapes on a menu. The user can 'pick up' the shape from the menu, when it becomes attached to the cursor, move it to a position, and then fix the shape. Write a simple CAD program which simplifies the drawing of a house. Include as standard shapes several types of door and window. (Add enough detail so that each of these are different, but not so much that it takes an inordinately long time to be redrawn at a new position.)

## Index

AND 109-110
animation $26-28,82,101-114$
ASCII codes 19,33,91-92
background colours 114-126
bar charts 63-68
shaded 66-67
3 dimensional 67-68
bit 20-22
BORDER 10
byte 20-26
character set 19-20
characters
multiple 34-41
user-defined 23-24, 26-31
circle drawing 69-71
colour-fill
for a line 72,136-138
for a closed figure 139-145
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graphics 3-4
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DEFINT 41
DRAW 4
drawing on screen $87-100$
enlargement 99-100,154-156
EXOR 90-100, 107-111, 116-126
faster programs 41-43
flashing colours 12
foreground colours 114-126
graphs, point and line $50-62$
hexadecimal 25-26
high resolution 6
INK, changing 15-17
INK, in animation 104-114
INK numbers 9

INKs, priority of 114-126
INKEY\$ 88
integers, use of 41-42
Lissajous figures 80-81
LOCATE 2,33-35
low resolution 7
matrices 150-151
medium resolution 7
menus 127
midground colours 123-125
MODE 1
modular programming 49
Moire patterns 78-79
MOVE 4

OR 110-114

PAPER colours 11
patterns 76-87
PEN colours 11
pie charts 69-75
pixel 8
PLOT 8
polygon drawing 84-85
reflection 156-157
resolution 42
rotation 84-87,151-154
saving
a file 97-98
a screen 145-147
scaling $99-100,154-156$
shearing 157-158
SPEED KEY 96-97
spirals 81
strings 31-37
SYMBOL 23-24
SYMBOL AFTER 24
TAG 39-41
TAGOFF 41
TEST 43-45
variables, use of 49
vertical resolution 42
WINDOW 89
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## GRAPHICS PROGRAMMING TECHNIQUES ON THE AMSTRAD CPC 464

Good graphics are central to many programs and this book describes how you can exploit the excellent facilities offered by the Amstrad CPC 464 to the full. The example programs include routines which you can readily incorporate into your own software.
Areas covered include arcade games and the animation of simple figures, drawing and saving of colourful pictures, the construction of bar charts and pie charts, the scaling and transformation of shapes, and many other exciting applications. Every chapter includes suggestions for further programming based on the examples provided.
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